![http://picosec.org:8080/logo/logo-text.jpg](data:image/jpeg;base64,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)

**Introduction**

This section contains interleaved requirements and specifications.

A this stage this documentation is intended for internal consumption; sufficient enough to inform the prototyping and implementation phases

The requirements and specifications have been divided into the following sections

* [Architectural foundations](http://picosec.org:8080/specs/architecture)
* [Performance requirements](http://picosec.org:8080/specs/performance)
* [Naming and addressing (new section)](http://picosec.org:8080/specs/naming)
* [Raw connections and streaming](http://picosec.org:8080/specs/connections)
* [Service and device discovery](http://picosec.org:8080/specs/discovery)
* [Remote Service invocation](http://picosec.org:8080/specs/invocation)
* [Device administration](http://picosec.org:8080/specs/devadmin)
* [Enrolment and device binding](http://picosec.org:8080/specs/enrolment)
* [Secure connection](http://picosec.org:8080/specs/secure-connection) paddy
* [Policy definition](http://picosec.org:8080/specs/policy)
* [Data extraction (new section)](http://picosec.org:8080/specs/data)
* [Miscellaneous requirements (new section)](http://picosec.org:8080/specs/requirements)

# Architectural foundations

In this section we shall outline certain architectural foundations, background assumptions and technical terminology that underpins all other areas.

## IOT device

The IOT device is a typically small device, directly or indirectly connected to the internet that contains one or more sensors or actuators. The typical characteristics of an IOT device are

* has one or more attached sensors or actuators
* has an (intermittent) realtime connection, this connection may (but is not necessarily) and internet (IP) connection
* has low power consumption requirements
* has a small micro-controller capable of minor local processing

## IOT application

The IOT application is connected via internet protocols, either directly or indirectly, to the IOT device and operators on either the sensor streams, or controls the actuators.

## Driver vs Protocol Direct model

In typical IOT deployments there are two principle flavours of deployment architecture

* Driver model or Hub model assumes there is some intermediate entity between the IOT Device and the IOT application. This Hub device implements a driver, which converts between internet friendly IOT protocols to different (often) proprietary protocols and different bearers
* Protocol direct model: this supports the same protocol all the way from the IOT application to at least the micro-controller on the IOT device.

# IOT Protocol

We consider three application level protocols in scope for picosec.

* webinos
* CoAP
* MQTT

We will attempt to demonstrate both interoperability and security features across all three protocols

## webinos model

Webinos technology is based on JSON-RPC and feature URI feature discovery.

# CoAP Integration

we need to define how a CoAP session, and in particular the security aspects can interwork with CoAP

# MQTT Integration

we need to define how a MQTT session, and in particular the security aspects can interwork with MQTT

# Performance

The performance requirements parametrise certain key features on the underlying hardware

They are informed to a large extent form the hardware and radio analysis performed in the landscape analysis

## CPU requirements

Speed alone is an imperfect measure as the practical utility of the the microprocessor is a factor of the clock set and the the sophistication of the instruction set.

The prototypical CPU to be found in a IOT like system is represented by the TI 8051 family of chipsets

Microcontrollers Parametric MSC USB MHz 33 Up to 60 MIPS 8 Up to 30 Architecture 8-bit 8-bit Code Space Up to 32 kB Flash Up to 32 kB RAM RAM Up to 1.2 kB Up to 40 kB ADC Channels Up to 8 - ADC Resolution 24-bits - DAC Channels Up to 4 - DAC Resolution 16-bits - Vref Yes - Serial Interfaces SPI, I2C, USART USB, I2C, RS232, IrDA Pricing (1KU) $4.60 - $20.95 $1.15 - $5.10

This is a 33mhz chipset capability of processing 8 million instructions per second

For the purposes of picosec implementation we will consider 20MHz to be a minimal practical chip clock speed we will consider.

? 8MHz

## Memory requirements

Memory is required for:

* Code execution and long term data storage: typically flash RAM
* Working memory for executing code: SRAM

The security requirements for picosec raise the barrier higher than it typical for many IOT devices

We are setting our initial requirement at

1. FlashRAM: 64k
2. SRAM: 16k

Once we have have a working system, we many attempt to lower these initial requirements.

## Power requirements

Power is probably the most important facet of a working iot system.

Power determines how frequently a battery needs replacing. In many practical deployments the human costs of battery replacement, exceed the cost of the device, and in effect is the primary costs of the device.

We need to be looking at battery life of over 1 year.

A typical 9V battery has a storage of 450mAh <http://hwstartup.wordpress.com/2013/03/11/how-to-run-an-arduino-on-a-9v-battery-for-weeks-or-months/>

An typical AA alkaline battery has between 1800–2600 mAh <http://en.wikipedia.org/wiki/AA_battery>

“MCUs will have to consume less than 1µA and less than 200nA in deep sleep. Whatever ‘wins’ will have to offer 8bit type performance. - See more at:[http://www.newelectronics.co.uk/electronics-technology/the-internet-of-things-is-pushing-microcontroller-developers-to-move-in-unexpected-directions/59112/#sthash.AxzJikB0.dpuf](http://www.newelectronics.co.uk/electronics-technology/the-internet-of-things-is-pushing-microcontroller-developers-to-move-in-unexpected-directions/59112/" \l "sthash.AxzJikB0.dpuf)

## Networking requirements

Putting aside the power consumption constraints of the radio technology, it is clear that an IOT device needs to connect.

Based upon our landscape analysis, we should consider all of these connections mechanisms in scope, accepting of course we do not have to implement all of them

* 802.11 - normal WIFI <http://en.wikipedia.org/wiki/IEEE_802.11>
* Bluetooth - <http://en.wikipedia.org/wiki/Bluetooth> with the following profiles
  + Serial <http://en.wikipedia.org/wiki/Bluetooth_profile#Serial_Port_Profile_.28SPP.29>
  + PAN <http://en.wikipedia.org/wiki/Bluetooth_profile#Personal_Area_Networking_Profile_.28PAN.29>
  + LE (Smart) <http://en.wikipedia.org/wiki/Bluetooth_low_energy>
* 802.15.4 - <http://en.wikipedia.org/wiki/IEEE_802>
  + ZigbeIP <http://www.zigbee.org/Specifications/ZigBeeIP/Overview.aspx>
  + 6lowpan <http://en.wikipedia.org/wiki/6LoWPAN>
* NFC
* SubGhz industrial, scientific and medical (ISM) radio bands <http://en.wikipedia.org/wiki/ISM_band>
  + (including 868 band)
* LAN bands
  + GSM <http://en.wikipedia.org/wiki/GSM>
  + 3G <http://en.wikipedia.org/wiki/3G>
  + HSPDA <http://en.wikipedia.org/wiki/High-Speed_Downlink_Packet_Access>
  + LTE <http://en.wikipedia.org/wiki/LTE_(telecommunication>)
* IOT optimised networks
  + Wightless <http://www.weightless.org/>
  + Sigfox <http://sigfox.com/en/>
* Satellite backhaul

One of the most significant characteristics of the networking technology is the price point
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# Naming Schema

This schema should define the syntax of a URI that can be used to usefully describe the address of a target IOT device.

This URI should serve as a connection string

We should also consider that this same URI structure can also be used

* as a result of a service discovery process
* as a lexical item in a policy file (ie describing rights/restrictions) with respect to named entities

We should consider whether we have both a HTTP/S schema and another schema with different semantics

* e.g. HTTP - returns human readable descriptors and connection string lings
* picosec:// binds to a runtime that can make a connection

## Addressing/Naming requirements

REQ Each IOT device needs globally unique name (when fully qualified)

* This name should interoperated with existing internet technologies
  + Make URI a logical choice
* Using this name it should be possible to deterministically resolve to a physical address for that same device
* This name should be able to resolve in the following example scenarios
* Cloud roaming scenarios
  + A GPS sensor on phone should be resolvable on a mobile network
  + This same URI should still work when the phone roams from GSM network A to WIFI network at home
  + This same URI should still resolve to the same sensor when roans on to WIFI network at work

## NonIP resolving scenarios (same as paddys BUS attached)

* Should resolve to IOT device on Bluetooth serial
* Should resolve on subIP Zigbee profile 802.14.5
* Should resolve on general serial port connection
* Should resolve on subIP ne
* Should resolve over NFC?

The same physical device should be able to roam across/between all the connection methodologies above, but name should not change.

The addressing syntax should directly support the following elements

* Address of IOT owner
* Address of IOT host device (in scenarios where device proxies for sensor)
* Address of service instances With an option also to specific type of service e.g. phone supports two GPS instances (WIFI and GPS) – but both are of the same type

## Privacy Disclosure Implication

As discussed extensively at the W3C Web of Things workshop <http://www.w3.org/2014/02/wot/> URI representation of IOT devices is essential for web level interoperability, irrespective of the actually connection technology used.

If an IOT Object name is public, we must consider what if any private information is inadvertently disclosed to a recipient of the address.

A landline telephone number for example, as a portable address, discloses both country and region to the holder of that address.

We must consider carefully whether the hierarchical structure discloses similar types of information, and factor that into the design.

Illustratively we have two primary variants

* Structured hieriachy
  + <http://hostdomain.com/OwnerID/HubID/DeviceID/ServiceID>
  + this is a useful structure, identifying deterministically locale of the referenced device and service
  + howwever in the process id discloses the names of devices and servers in the hierarchy
* Anonymised token:
  + <http://hostdomain.com/sdf78sdasdf876sdf87s6d8a7f68as6d8f6as8d6fa8sd6f8a7sd6f8as>
  + a long unique key which dereferences to the item in question.

Which technique is preferred is determined to a large extent by how freely device identifiers will be shared

1. Will they be shared between trusted individuals?
2. OR will they be published on open directory services?

## Sharing sphere

When we move to consider the nature of an IOT connection, and the security qualities we expect from it, pragmatically it is important to consider how accessible, discoverable an object address is.

For example WPS security is based on a very simple challenge-response security mechanism. Essentially two buttons being pressed within a very short space of time with one another.

This is secure, because the physical characteristics of WIFI mean the universe of device which can attach (issue WPS challenge or response) is restricted to only those devices within a physically <100m.

Essentially there are two subsequent hurdles that need to be overcome to compromise an IOT device

1. Discovery physical address of device
2. Compromise connection security of device

If we increase 1 we can decrease 2, and vice versa

The point of this section is to underline the fact that the discoverability of device name is an integral part of the IOT device security consideration

# Proposed Naming Specification

# Physical connections

In scope we should consider the following physical bearers

* 802.11 - normal WIFI <http://en.wikipedia.org/wiki/IEEE_802.11>
* Bluetooth - <http://en.wikipedia.org/wiki/Bluetooth> with the following profiles
  + Serial <http://en.wikipedia.org/wiki/Bluetooth_profile#Serial_Port_Profile_.28SPP.29>
  + PAN <http://en.wikipedia.org/wiki/Bluetooth_profile#Personal_Area_Networking_Profile_.28PAN.29>
  + LE (Smart) <http://en.wikipedia.org/wiki/Bluetooth_low_energy>
* 802.15.4 - <http://en.wikipedia.org/wiki/IEEE_802>
  + ZigbeIP <http://www.zigbee.org/Specifications/ZigBeeIP/Overview.aspx>
  + 6lowpan <http://en.wikipedia.org/wiki/6LoWPAN>
* NFC
* SubGhz industrial, scientific and medical (ISM) radio bands <http://en.wikipedia.org/wiki/ISM_band>
  + (including 868 band)
* LAN bands
  + GSM <http://en.wikipedia.org/wiki/GSM>
  + 3G <http://en.wikipedia.org/wiki/3G>
  + HSPDA <http://en.wikipedia.org/wiki/High-Speed_Downlink_Packet_Access>
  + LTE <http://en.wikipedia.org/wiki/LTE_(telecommunication>)
* IOT optimised networks
  + Wightless <http://www.weightless.org/>
  + Sigfox <http://sigfox.com/en/>
* Satellite backhaul

## Logical connections

All of the above physical networks can be encapsulated by one or more of the following transport protcols

* TCP: <http://en.wikipedia.org/wiki/Transmission_Control_Protocol>
* UDP: <http://en.wikipedia.org/wiki/User_Datagram_Protocol>
* Serial: which is a lower layer simple read write protocol

## Session handling

Session handling will be dealt with in the security section

## Connection requirements

Requirement: A connection should be requested to a destination URI representing and IOT device – or vice versa –the IOT device connects to and end point

Requirement: The connection algorithm can resolve to the destination end point using its knowledge of the connection bearers available

Requirement: It should be possible to specific optional parameters to the connection, to indicate a bearer preference.

Requirement: The external application interface for sending and receiving data should be independent of bearer – work across TCP and Serial

Requirement: The external application interface for sending and receiving data should be accessible from JavaScript and C interfaces

Requirement: The external application interface for sending and receiving data should support frame based packets interface, in order to identify out of order and missing packet

Requirement: There should be an option to select a stream based interface to data, where ordering and resends are handled by application layer (but possibly standardised) logic – where the undelying bearer does not procide these functions

Requirement: Where the underlying bearer technology supports streaming, this should be made directly available to the application layer.

## Connectivity requirements

Requirement:Connections must be possible between organisations on a peer to peer basis, without the need for an intermediate entity

Requirement: Connections between entities be capable of resisting man in the middle attacks

Requirement: Connections between organisations must be mutually attestable

Requirement: Mutually authenticated TLS sessions are the preferred mechanism of creating a mutually attestable virtual connection

Requirement: Secure connections should be possible over non-IP connections

Requirement: End points must be named using general purpose URI

Requirement: It must be possible to route to end points, even when sitting behind firewall

Requirement: Virtual connections must have a notion of session longer than physical sessions

## Identity/Integrity/Session requirements

Requirement: When two devices connect there should be a handshake process in order that they may reliably assure each other of their identity

Requirement: This handshake process should produce a session ID which can be sent with all subsequent messages

Requirement: This session ID should be passed in such a way that it cannot be spoofed by sender

Requirement: New session IDs (requiring re handshake) should be requestable at any time by either party

There should be default behaviours defined regarding retirement of session ID

Requirement: These requirements should be embodies with the external Connection request and data transfer APIs

Requirement: Where the underlying bearer supports TLS – there should be an option to implement all these requirements directly on top of TLS using mutually authenticated sessions

## Reliability requirement

The fundamental difference between TCP and UDP/Serial based communication is the reliability of the data packets sent. In TCP we have

1. Guaranteed delivery: packets are explicitly acknowledged so we know data gets there
2. Ordered delivery: packets come in the correct order

UDP and Serial communication do not have these assurances.

Some IOT applications do not need this requirement.

The streaming API to be developed needs to have an option for unreliable delivery.

## Connection qualities

We identify thee orthogonal characteristics of connection types to consider in an IOT devices

* Reliable
* Non Spoofable
* Confidential

### Reliable connections

Reliable connections have two essential characteristics

* acknowledged delivery: a sender of a message knows that the messages has been received
* ordered delivery: packets sent by sender are guaranteed to be recieved in order by the recipient; no out of order messages

### Non-Spoofable

This relates to the quality of the connection that the receiver has a high degree of assurance that the sender of the message is who he says he his.

For our purposes this relates to the device identifier, or more correctly an identity given to that physical device.

These qualities are variously known as:

* device identity
* cryptographic device identity
* immutable (cryptographic) identity
* and/or hardware-rooted/hardware-protected key

This quality needs to apply in the other direction also: the sender having confidence in the identity of the recipient

### Confidentiality

Simply is the quality of the message being encrypted so that it cannot be snooped.

## Connection use cases

Using these othogonal connection qualities it is possible to outline eight different connection types, each represented in a different cell of two 2x2 matrices

When we consider these use cases we need to be pragmatic evaluating the business context. It is easy to give a theoretical answer that ALL connections must have the highest security credential.

However if we look at modern day pervasive and even business critical communications it is clear that

* Email
  + Unreliable
  + Spoofable
  + Non confidential
* SMS
  + Unreliable
  + Spoofiable
  + Confidential

### Unreliable

Unreliable IOT use cases cover the following scenarios

* Audio streaming
* Video streaming
* Sensor sampling (where sample loss can be tolerated)

|  |  |  |
| --- | --- | --- |
|  | Spoofable | Non Spoofable |
| Non Confidential | Coffee webcam Weather cam Commercial energy monitor | NULL |
| Confidential | Traffic cam TFL bus locations | Baby cam Car insurance black box Domestic energy |

### Reliable

Reliable streams cover the following classes of usecases

* Actuator commands
* Device configuration
* Metering events - generating charge
* Mission critical events

|  |  |  |
| --- | --- | --- |
|  | Spoofable | Non Spoofable |
| Non Confidential | NULL | NULL |
| Confidential | Domestic energy usage Smoke detector | Energy billing |

# Discovery

Discovery of IOT devices needs to be considered at two levels

* Device discovery
* Service discovery

## Device discovery

This is the discovery of a physical device which may be accessible over one or more networks. Each device is uniquely named, and uniquely referenceable, enabling connections to devices to be restablished

## Service discovery

Each device can host one or more services. Similarly each service needs to be uniquely referenceable.

Discovered services should also be typed. For example a GeoLocation type of service may have multiple implementations on a device.

## External discovery integration

A service, when implemented directly on a device, or indirectly via a driver should be capable of advertising itself and/or responding to service discovery requests made upon the device.

There exist a number of “other” technologies which also implement service description. A well designed device and service discovery mechanism should integrate with existing schemes.

This includes:

* mDNS: for physical device discovery <http://en.wikipedia.org/wiki/Multicast_DNS>
* DNS-SD: service discovery mechanism
* UPnP: for more advanced service discovery mechanism
* Bluetooth: service discovery
* CoAP: using content type http headers mechanmsim

## Discovery Requirements

A simple protocol should be provided – which only runs on top of “stream” interface for discovering available services

Advertised services should be published by using a scheme similar to the URI addressing schema

## API requirements

### General API requirements

Requirement: Definition: an API is a collection of methods, events and data definitions that addresses a functional area Requirement: Each API must be mapped to an interoperable JavaScript interface formally specified Requirement: Each API must be identified by a unique type that can issued on a distributed basis – there is no central authority for API names Requirement: Each API type should be instantiable multiple times on a particular host device Requirement: Each API instance should be given a unique name to identify it Requirement: All APIs should share common conventions for return codes, errors and parameter passing Requirement: APIs should distinguish between errors of function and errors of connectivity Requirement: The external interface to the solution must be via open, non-proprietary interfaces.

### Remotable API requirements

Requirement: The existence of an instance of an API should be discoverable by a remote device Requirement: An API should be invokable by a remote device. Requirement: A discovery protocols must exist to allow entity to discover data and services resident on each other’s organisations. Requirement: The solution must be able to remotely list the List APIs or services hosted on a server

### Wildcard Searching

Requirement: it must be possible to search for services without specifying device, in which case there must be a universe of devices implied by the search

Requirement: it must be possible to search for devices without specifying service or service-type

Requirement: it must be possible to search either a device or (implied) device set to search on device type.

## CoAP-webinos discovery alignment

TBD

# Discovery Specification Draft

Discovery needs to be accessible via API, whether by C-like native API or webfriendly JavaScript.

## Discovery API

The following draft specification is informed by the webinos discovery API and encapsulated in JavaScript

[Discovery API](http://picosec.org:8080/specs/apis/servicediscovery.html)

## Discovery Protocol

The service discovery messaging is based on messaging specified in invocation section. The Service Discovery API relies on messages that are sent on the session layer level to exchange information about registered services between the IOT-Device and connected IOT applications. For different implementations to be compatible these messages must be supported. The general session layer message format is the following:

{

"to" : to, // the receiver

"from" : from, // the sender

"type" : "prop", // must be "prop"

"payload" : {

"status" : "", // a string defining the message type, see below

"message" : {} // the body depending on status

}

}

The Service Discovery uses three types of messages of that format. The following specifies how the payload property of the above object should be formatted for each of them.

### registerServices

This message is used by a iot-device to inform the iot-app of its own registered services. It is used initially when the iot-device connects to the iot-app and every time there is a change in the registered services with the iot-device.

{

"status" : "registerServices",

"message" : {

services : [], // an array of service objects according to the Service interface from the Service Discovery API specification

from: "" // a string representing the iot-device id

}

}

### findServices

This message is a challenge sent every time a iot-device asks a iot-app or iot-device for their services. The receiver of this message should then reply with the @foundServices@ message specified below.

{

"status" : "findServices",

"message" : {

id: "" // an id that must be echoed in the reply (foundServices, see below) to identify the callback

}

}

### foundServices

This message is sent as reply to the @findServices@ message and includes all services from the sender.

{

"status" : "foundServices",

"message" : [] // an array of service objects according to the Service interface from the Service Discovery API specification

"message.id" : "" // the same id that was received from the findServices message that triggered this message as response

}

}

## Service Naming

A service is named by a FEATURE-URI

A feature URI a string which represents the type of a service.

As a URI it can be specified by any party. The assumption being the owner of the domain in the URI is the owner of the service definition.

Past the domain identifier there is no prescribed format. The domain owner is free to define their own identifies.

There is one optional parameters that can be specified as request parameters on the URI

**version** a number represented by string

## Service Description

Services are described by WebIDL

<http://www.w3.org/TR/WebIDL/>

WebIDL can be bound to C++ code using the Mozilla schema

<https://developer.mozilla.org/en-US/docs/Mozilla/WebIDL_bindings>

or indeed the Chromium conventions

<https://code.google.com/p/es-operating-system/wiki/CplusplusBinding>

(these need comparing)
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# [picosec developer's documentation](http://picosec.org:8080/)

Other Resources

The picosec Discovery API provides web applications with an API to discover services without any previous knowledge of the service.

* [Introduction](http://picosec.org:8080/specs/apis/servicediscovery.html#intro)
* [Interfaces and Dictionaries](http://picosec.org:8080/specs/apis/servicediscovery.html#interfaces)
  + [DiscoveryInterface](http://picosec.org:8080/specs/apis/servicediscovery.html#::DiscoveryInterface)
  + [ServiceType](http://picosec.org:8080/specs/apis/servicediscovery.html#::ServiceType)
  + [FindCallBack](http://picosec.org:8080/specs/apis/servicediscovery.html#::FindCallBack)
  + [Service](http://picosec.org:8080/specs/apis/servicediscovery.html#::Service)
  + [BindCallBack](http://picosec.org:8080/specs/apis/servicediscovery.html#::BindCallBack)
  + [Options](http://picosec.org:8080/specs/apis/servicediscovery.html#::Options)
  + [Filter](http://picosec.org:8080/specs/apis/servicediscovery.html#::Filter)
  + [ServiceLocation](http://picosec.org:8080/specs/apis/servicediscovery.html#::ServiceLocation)
  + [PendingOperation](http://picosec.org:8080/specs/apis/servicediscovery.html#::PendingOperation)
  + [picosec](http://picosec.org:8080/specs/apis/servicediscovery.html#::picosec)
* [Enums](http://picosec.org:8080/specs/apis/servicediscovery.html#enums)
  + [ServiceState](http://picosec.org:8080/specs/apis/servicediscovery.html#::ServiceState)
* [Features](http://picosec.org:8080/specs/apis/servicediscovery.html#api-features)
* [Full WebIDL](http://picosec.org:8080/specs/apis/servicediscovery.html#full-webidl)

# Discovery API

## Authors

© 2014 [picosec consortium](http://www.picosec.org/).

## Summary of Methods

| **Interface** | **Method** |
| --- | --- |
| [DiscoveryInterface](http://picosec.org:8080/specs/apis/servicediscovery.html#::DiscoveryInterface) | [PendingOperation](http://picosec.org:8080/specs/apis/servicediscovery.html#::PendingOperation) [findServices](http://picosec.org:8080/specs/apis/servicediscovery.html#findServicesid134000)(ServiceType serviceType, FindCallBack findCallBack, Options? options, Filter? filter) DOMString [getServiceId](http://picosec.org:8080/specs/apis/servicediscovery.html#getServiceIdid134188)(DOMString serviceType) |
| [FindCallBack](http://picosec.org:8080/specs/apis/servicediscovery.html#::FindCallBack) | void [onFound](http://picosec.org:8080/specs/apis/servicediscovery.html#onFoundid133309)(Service service) void [onLost](http://picosec.org:8080/specs/apis/servicediscovery.html#onLostid133822)(Service service) void [onError](http://picosec.org:8080/specs/apis/servicediscovery.html#onErrorid133673)(DOMError error) |
| [Service](http://picosec.org:8080/specs/apis/servicediscovery.html#::Service) | void [bindService](http://picosec.org:8080/specs/apis/servicediscovery.html#bindServiceid133026)(BindCallBack bindCallBack, DOMString serviceId) void [unbindService](http://picosec.org:8080/specs/apis/servicediscovery.html#unbindServiceid132465)() |
| [BindCallBack](http://picosec.org:8080/specs/apis/servicediscovery.html#::BindCallBack) | void [onBind](http://picosec.org:8080/specs/apis/servicediscovery.html#onBindid132413)(Service service) void [onUnbind](http://picosec.org:8080/specs/apis/servicediscovery.html#onUnbindid131657)(Service service) void [onServiceAvailable](http://picosec.org:8080/specs/apis/servicediscovery.html#onServiceAvailableid131718)(Service service) void [onServiceUnavailable](http://picosec.org:8080/specs/apis/servicediscovery.html#onServiceUnavailableid131832)(Service service) void [onError](http://picosec.org:8080/specs/apis/servicediscovery.html#onErrorid131491)(DOMError error) |
| [PendingOperation](http://picosec.org:8080/specs/apis/servicediscovery.html#::PendingOperation) | void [cancel](http://picosec.org:8080/specs/apis/servicediscovery.html#cancelid143174)() |
| [picosec](http://picosec.org:8080/specs/apis/servicediscovery.html#::picosec) |  |

## Introduction

The Discovery API is not limited to discovery of local services but also enables discovery of remote services.

The API enables discovery of services that is exposed either:  
  
1. in the device  
2. by entities directly connected to the device,  
3. by entities available on the same local IP network  
4. by trusted services registered in a personal zone.   
  
Once a service is found the API will provide a service object that is used to bind to a service and monitor the availability of the service. The binding to a service will make sure that the user is authorized to use the service, create an implementation of the API and establish a communication path to the remote peer providing the service. The service object hides the complexity of communicating over different bearers, do cross network addressing, traversing NAT/Firewalls and connection management.

Prerequisites for the Discovery API is that the web application using the API is installed, trusted and that the user of of the device is authenticated and authorized to use the API.

## Interfaces and Dictionaries

### Interface DiscoveryInterface

The DiscoveryInterface interface provides functionality for discovery of services. The API supports the possibility to discover services based on a given service type either in a personal zone of trusted services or via other legacy discovery methods such as Bluetooth SD, DNS SD, mDNS or UPnP. When searching for a service type the operation can be restricted by providing certain constraints and/or context information via a filter interface.

##### WebIDL

        [NoInterfaceObject] interface DiscoveryInterface  {  
  
  
  
                 [PendingOperation](http://picosec.org:8080/specs/apis/servicediscovery.html#::PendingOperation) findServices(    
  
                        [ServiceType](http://picosec.org:8080/specs/apis/servicediscovery.html#::ServiceType) serviceType,   
  
                        [FindCallBack](http://picosec.org:8080/specs/apis/servicediscovery.html#::FindCallBack) findCallBack,   
  
                        optional [Options](http://picosec.org:8080/specs/apis/servicediscovery.html#::Options)? options,   
  
                        optional [Filter](http://picosec.org:8080/specs/apis/servicediscovery.html#::Filter)? filter);  
  
                   
  
  
  
                 DOMString getServiceId(DOMString serviceType);  
  
                   
  
        };

The code example below shows how an application initiates a search query to find a geolocation service. Whenever a service is found, a new HTML selection item is added to an HTML option list. Once the user selects a service, the usage of the service is authorized and an implementation of the API is instantiated by binding to the service.

##### Code example

        var findHandle = 0;  
        var serviceHandle = 0;  
        var geoServices = {};  
        var serviceId;  
          
        // Callback that displays a list of found services in a HTML selection list  
        // The selection list is dynamically extended every time a new service is discovered.     
        function serviceFoundCB(service) {        
                var selectlist = document.getElementById('servicelist');  
                var option = document.createElement('option');  
          
                option.value = service.id;  
                option.id = service.id;  
                option.appendChild(document.createTextNode(service.displayName));  
                geoServices[service.id] = service;  
                selectlist.appendChild(option);  
        }  
          
        // Callback that removes a service from the selection list of found services,  
        // when the service is not available any longer.   
        function serviceLostCB(service) {         
                var option = document.getElementById(service.id);  
          
                geoServices[service.id] = NULL;  
                option.parentNode.removeChild(option);  
        }  
          
        // Success callback when bindService has been successfully executed on the service object.   
        function bindCB(myLocationService) {  
                alert('Service ' + myLocationService.displayName + ' ready to use');  
                myLocationService.getCurrentPosition(showMap);  
        }  
          
        // Event listner that is called when the 'change' event is dispatched on the HTML selection list.    
        function serviceSelected(service) {       
                // Stops the findServices operation  
                findHandle.cancel();  
          
                // Binds to the service to initiate an authorized object used to  
                // invoke services.    
                service.bindService({onBind:bindCB});  
        }  
          
        if (serviceId) {  
                // If serviceId is known, bind to the service directly. Assumes  
                // that serviceId is stored persistently or received via an out  
                // of band channel.   
                  
                window.picosec.discovery.findServices(  
                        {api:'http://picosec.org/api/w3c/geolocation'},   
                        {onFound:serviceFoundCB, onLost:serviceLostCB},  
                        null,  
                        {serviceID : serviceId});  
                  
                serviceHandle = window.picosec.discovery.findServices(  
                        {api:'http://picosec.org/api/w3c/geolocation'},   
                        {onFound:serviceFoundCB, onLost:serviceLostCB},  
                        null,  
                        {serviceID: serviceId});  
        }   
        else {  
                // Initiate a search query for a service of the type geolocation  
                findHandle = window.picosec.discovery.findServices(  
                        {api:'http://picosec.org/api/w3c/geolocation'},   
                        {onFound:serviceFoundCB, onLost:serviceLostCB});  
          
                var selectlist = document.getElementById('servicelist');  
                selectlist.addEventListener("change", function (e) {  
                        var service = geoServices[e.target.value];  
                        if (service) {  
                                serviceSelected(service);  
                        }  
                }, false);        
        }

#### Methods

**findServices**

The findServices method initiates an asynchronous search query for services matching the requested serviceType and filter parameter. The method continues to search for services until the findServices method is canceled by the application or when the maximum search timer expires. The zones in which services are to be searched are expected to be managable by the picosec runtime.

##### Signature

[PendingOperation](http://picosec.org:8080/specs/apis/servicediscovery.html#::PendingOperation) findServices([ServiceType](http://picosec.org:8080/specs/apis/servicediscovery.html" \l "::ServiceType) serviceType, [FindCallBack](http://picosec.org:8080/specs/apis/servicediscovery.html#::FindCallBack) findCallBack, optional [Options](http://picosec.org:8080/specs/apis/servicediscovery.html#::Options)? options, optional [Filter](http://picosec.org:8080/specs/apis/servicediscovery.html#::Filter)? filter);

##### Parameters

* **serviceType**
  + **Optional:**No.
  + **Nullable**: No
  + **Type:**[ServiceType](http://picosec.org:8080/specs/apis/servicediscovery.html#::ServiceType)
  + **Description:**An input argument that defines which type of API that is requested. The serviceType is an URI that uniquely identifies the API.
* **findCallBack**
  + **Optional:**No.
  + **Nullable**: No
  + **Type:**[FindCallBack](http://picosec.org:8080/specs/apis/servicediscovery.html#::FindCallBack)
  + **Description:**Callback interface used to report the outcome of the search process.
* **options**
  + **Optional:**Yes.
  + **Nullable**: Yes
  + **Type:**[Options](http://picosec.org:8080/specs/apis/servicediscovery.html#::Options)
  + **Description:**Defines search options.
* **filter**
  + **Optional:**Yes.
  + **Nullable**: Yes
  + **Type:**[Filter](http://picosec.org:8080/specs/apis/servicediscovery.html#::Filter)
  + **Description:**Defines a filter that be used to limit the service operation to certain constraints and context information.

**getServiceId**

For the case that the application itself exposes functionality via JavaScript service interfaces the getServiceId method generates a service identity that can be shared with other peers to establish a binding without invoking a findServices operation. If no matching API is found the method will return Null.

##### Signature

DOMString getServiceId(DOMString serviceType);

##### Parameters

* **serviceType**
  + **Optional:**No.
  + **Nullable**: No
  + **Type:**DOMString
  + **Description:**URI identifying which type of API that shall be exposed. The URI shall be must be declared in the manifest in the api-name attribute of the picosec:shared-api element.

### Dictionary ServiceType

The Service Type dictionary is used to define which type of service that is requested.

##### WebIDL

        dictionary ServiceType {  
  
  
  
                DOMString api;  
  
        };

#### Dictionary Members

**DOMString api**

URI used to identify which type of API that is requested. The URI could either be:  
  
1. picosec Feature URI that is defined for each API by picosec, for example http://picosec.org/api/sensors/temperature,  
2. picosec Feature URI for referred unchanged API specifications, for example http://picosec.org/api/w3c/geolocation,  
3. an unique URI identifying an API exposed by a web application. The URI shall be the same URI as exposed by the web application manifest in the api-name attribute of the picosec:shared-api element.

### Interface FindCallBack

FindCallBack interface definition

##### WebIDL

        callback interface FindCallBack {  
  
  
  
                 void onFound([Service](http://picosec.org:8080/specs/apis/servicediscovery.html#::Service) service);          
  
                   
  
  
  
                 void onLost([Service](http://picosec.org:8080/specs/apis/servicediscovery.html#::Service) service);  
  
                            
  
  
  
                 void onError(DOMError error);  
  
                                   
  
        };

#### Methods

**onFound**

Asynchronous callback used whenever a new service is found.

##### Signature

void onFound([Service](http://picosec.org:8080/specs/apis/servicediscovery.html#::Service) service);

##### Parameters

* **service**
  + **Optional:**No.
  + **Nullable**: No
  + **Type:**[Service](http://picosec.org:8080/specs/apis/servicediscovery.html#::Service)
  + **Description:**An input argument representing the found service.

**onLost**

Asynchronous callback used whenever the state of a service change from available to unavailable.

##### Signature

void onLost([Service](http://picosec.org:8080/specs/apis/servicediscovery.html#::Service) service);

##### Parameters

* **service**
  + **Optional:**No.
  + **Nullable**: No
  + **Type:**[Service](http://picosec.org:8080/specs/apis/servicediscovery.html#::Service)
  + **Description:**An input argument representing the lost service.

**onError**

Asynchronous error callback.

##### Signature

void onError(DOMError error);

##### Parameters

* **error**
  + **Optional:**No.
  + **Nullable**: No
  + **Type:**DOMError
  + **Description:**[DOMError](http://dvcs.w3.org/hg/domcore/raw-file/default/Overview.html#error-types-table): of type TimeoutError if the timeout timer expired, SecurityError if not authorized to use the service, AbortError if the discovery process was canceled by the application. In addition service type or filter specific error types could be issued.

### Interface Service

The Service interface provides an API to bind to a specific service and monitor the availability of a bound service in an asynchronous manner. The process of binding to a service involves:  
  
1. mutual authentication between the service and the personal zone  
2. in case of cross zone personal interworking, mutual authentication between the zones  
3. agreement on data handling obligations as set out in the service's privacy policy  
4. verifying access privileges and checks the need for elevated privileges  
5. instantiate an implementation of the API that can be used by applications to request services from the requested API.  
  
Once the service object is instantiated, the service object will act as a proxy to the remote peer that will be able to invoke methods associated with API type under the window object of the remote peer. For example an application that successfully binds to a "http://picosec.org/api/tv" API will be able to invoke methods from the remote peer as described in the code example below.  
  
The Service interface inherits the DOM EventTarget interface. This means that events can be dispatched at instances of the Service interface or on instances of interfaces that inherit the Service interface. One example is the picosec generic Sensor API Sensor interface that inherits the Service interface and listens to sensor events.

##### WebIDL

        [NoInterfaceObject] interface Service : [EventTarget](http://dvcs.w3.org/hg/domcore/raw-file/tip/Overview.html#eventtarget) {  
  
  
  
                readonly attribute ServiceState state;  
  
                  
  
  
  
                readonly attribute DOMString api;  
  
                  
  
  
  
                readonly attribute DOMString id;  
  
                  
  
  
  
                readonly attribute DOMString displayName;  
  
                  
  
  
  
                readonly attribute DOMString serviceAddress;              
  
                  
  
  
  
                readonly attribute DOMString description;  
  
                  
  
  
  
                readonly attribute DOMString icon;  
  
                  
  
  
  
                void bindService([BindCallBack](http://picosec.org:8080/specs/apis/servicediscovery.html#::BindCallBack) bindCallBack, optional DOMString serviceId);  
  
                  
  
  
  
                void unbindService();  
  
        };

##### Code example

        succesBindCallBack(tvService) {  
                // Invoke a remote method.  
                tvService.display.setChannel(channel, success);  
                  
                // Register an event listner from event orginating from the remote peer.  
                tvService.display.addEventListener('channelchange', success);  
        }  

#### Attributes

**readonly ServiceState state**

Current service state.

This attribute is readonly.

**readonly DOMString api**

API is a global unique URI identifying the type of API provided by the service.

This attribute is readonly.

**readonly DOMString id**

Id is a globally unique id representing the binding to the service. The id can be used to resume the binding again to the service without invoking the findServices process again. The id can be stored persistently to be able to resume a binding to a service across power cycles.

This attribute is readonly.

**readonly DOMString displayName**

A human readable name of the service.

This attribute is readonly.

**readonly DOMString serviceAddress**

A human readable name of the device hosting the service.

This attribute is readonly.

**readonly DOMString description**

A URL referring to a detailed description of the service.

This attribute is readonly.

**readonly DOMString icon**

Icon is an URL referring to an icon that represents the service.

This attribute is readonly.

#### Methods

**bindService**

Binds to the service uniquely identified by the service identity.

##### Signature

void bindService([BindCallBack](http://picosec.org:8080/specs/apis/servicediscovery.html#::BindCallBack) bindCallBack, optional DOMString serviceId);

##### Parameters

* **bindCallBack**
  + **Optional:**No.
  + **Nullable**: No
  + **Type:**[BindCallBack](http://picosec.org:8080/specs/apis/servicediscovery.html#::BindCallBack)
  + **Description:**Asynchrounous callback to report the states of the bindService operation and the availability of the service.
* **serviceId**
  + **Optional:**Yes.
  + **Nullable**: No
  + **Type:**DOMString
  + **Description:**Unique id of the binding to the particular service. If no serviceId is provided as an in parameter, the id attribute in the Service interface will be used to bind the service.

**unbindService**

Releases all resources and connections allocated by the service object.

##### Signature

void unbindService();

### Interface BindCallBack

Bind success callback interface definition

##### WebIDL

         callback interface BindCallBack {  
  
  
  
                 void onBind([Service](http://picosec.org:8080/specs/apis/servicediscovery.html#::Service) service);  
  
                   
  
  
  
                 void onUnbind([Service](http://picosec.org:8080/specs/apis/servicediscovery.html#::Service) service);  
  
                   
  
  
  
                 void onServiceAvailable([Service](http://picosec.org:8080/specs/apis/servicediscovery.html#::Service) service);  
  
                   
  
  
  
                 void onServiceUnavailable([Service](http://picosec.org:8080/specs/apis/servicediscovery.html#::Service) service);  
  
                            
  
  
  
                 void onError(DOMError error);   
  
        };

#### Methods

**onBind**

Asynchronous success callback.

##### Signature

void onBind([Service](http://picosec.org:8080/specs/apis/servicediscovery.html#::Service) service);

##### Parameters

* **service**
  + **Optional:**No.
  + **Nullable**: No
  + **Type:**[Service](http://picosec.org:8080/specs/apis/servicediscovery.html#::Service)
  + **Description:**An input argument representing the service.

**onUnbind**

Asynchronous callback used when a service is unbound.

##### Signature

void onUnbind([Service](http://picosec.org:8080/specs/apis/servicediscovery.html#::Service) service);

##### Parameters

* **service**
  + **Optional:**No.
  + **Nullable**: No
  + **Type:**[Service](http://picosec.org:8080/specs/apis/servicediscovery.html#::Service)
  + **Description:**An input argument representing the service.

**onServiceAvailable**

Asynchronous callback indicating that the service is available again.

##### Signature

void onServiceAvailable([Service](http://picosec.org:8080/specs/apis/servicediscovery.html#::Service) service);

##### Parameters

* **service**
  + **Optional:**No.
  + **Nullable**: No
  + **Type:**[Service](http://picosec.org:8080/specs/apis/servicediscovery.html#::Service)
  + **Description:**An input argument representing the service.

**onServiceUnavailable**

Asynchronous callback indicating the service is temporarily unavailable.

##### Signature

void onServiceUnavailable([Service](http://picosec.org:8080/specs/apis/servicediscovery.html#::Service) service);

##### Parameters

* **service**
  + **Optional:**No.
  + **Nullable**: No
  + **Type:**[Service](http://picosec.org:8080/specs/apis/servicediscovery.html#::Service)
  + **Description:**An input argument representing the service.

**onError**

Asynchronous error callback.

##### Signature

void onError(DOMError error);

##### Parameters

* **error**
  + **Optional:**No.
  + **Nullable**: No
  + **Type:**DOMError
  + **Description:**DOMError (see above for definitions used by this interface).

### Dictionary Options

Options dictionary

##### WebIDL

        dictionary Options {  
  
  
  
                unsigned short timeout = 120;  
  
        };

#### Dictionary Members

**unsigned short timeout**

A timeout value for the findService operation in seconds between 0-65535. Default value is 120 seconds. It is possible to disable the timeout by setting the timeout value to Number.POSITIVE\_INFINITY.

### Dictionary Filter

Filter dictionary. An instance of this dictionary can optionally be used in findServices(). All dictionary member fields are optional except that the the zoneId dictionary member must be present when the cache member is set to "false".

##### WebIDL

        dictionary Filter {  
  
  
  
  
  
                boolean cache = true;     
  
          
  
  
  
                DOMString[] zoneId;  
  
                  
  
  
  
                DOMString serviceID;  
  
                   
  
  
  
                boolean remoteServices = false;  
  
  
  
  
  
                [ServiceLocation](http://picosec.org:8080/specs/apis/servicediscovery.html#::ServiceLocation)? serviceLocation;        
  
        };

##### Code example

       // Examples of picosec service discovery using the filter parameter.             
                                        
       // Initiate a search query for a temperature sensor in two personal zones.  
       findHandle = window.picosec.discovery.findServices(  
                    {api:'http://picosec.org/api/sensors/temperature'},   
                    {onFound:serviceFoundCB, onLost:serviceLostCB},  
                    null,  
                    {cache:false, zoneId:[bobsmith@pzh.picosec.org/raspberrypi, tobyealden@pzh.picosec.org/raspberrypi]});                                        
                                        
       // Initiate a search query for a specific TV service whose service ID is already known.  
       findHandle = window.picosec.discovery.findServices(  
                    {api:'http://picosec.org/api/tv'},   
                    {onFound:serviceFoundCB, onLost:serviceLostCB},  
                    null,  
                    {serviceID: myServiceId});                                                                                                                          
             

#### Dictionary Members

**boolean cache**

When cache is true, which is default, it means that a call to findServices () only will search for information on available services cached in the PZP on the users current device. This means that no communication with the PZH or with other devices are executed.  
When cache is false, it means that a call to findServices () will execute communication, either through the PZH or directly, with the actual external devices within the user's personal zone or in other personal zones to check the actual availability of the searched service. When cache is false the zoneId dictionary member must be present to limit the search to the specified personal zones.

**DOMString[] zoneId**

Identities of personal zones that will be used to search for services.   
If this dictionary member is not present the service will be searched for in all available zones.  
If the dictionary member is present but no one of the zones listed are available an onError callback, with DOMError type "NetworkError", is issued.

**DOMString serviceID**

If set service discovery will only return the service with the given identifier. This can be used to establish a service binding directly if the service identity is already known, for example if the service identity was stored persistently for later reuse or it was received via out of band.

**boolean remoteServices**

If remoteService is false the findServices method will limit the search for services that are connected directly to the device (including Bluetooth, NFC, etc if available) or to the same local IP network.  
If remoteServices is true, the findServices method will extend the search for services outside the local IP network (including other PZHs). Default value is false.

[**ServiceLocation**](http://picosec.org:8080/specs/apis/servicediscovery.html#::ServiceLocation)**? serviceLocation**

With the serviceLocation attribute it is possible to indicate where the service shall be located. If the serviceLocation dictionary member is not present or null, the location of the service is not considered during the findServices process.

### Dictionary ServiceLocation

ServiceLocation interface

##### WebIDL

        dictionary ServiceLocation {  
  
  
  
                double? latitude;  
  
  
  
  
  
                double? longitude;  
  
                  
  
  
  
                double accuracy;                  
  
        };

#### Dictionary Members

**double? latitude**

The latitude attribute is the geographic coordinate specified in decimal degrees. If the latitude is null the latitude of the device invoking the findServices method will be used.

**double? longitude**

The longitude attribute is the geographic coordinate specified in decimal degrees. If the longitude is null the longitude of the device invoking the findServices method will be used.

**double accuracy**

The accuracy denotes the accuracy level of the latitude and longitude coordinates in meters. This is used to limit the geographical area for finding services.

### Interface PendingOperation

Pending Operation interface

##### WebIDL

        [NoInterfaceObject] interface PendingOperation {  
  
  
  
                void cancel();  
  
        };

#### Methods

**cancel**

Method Cancel

##### Signature

void cancel();

Cancels the pending asynchronous discovery operation. When this method is called, the user agent must immediately bring the operation to a stop and return. Allocated resources should be released and any ongoing related network operations should be terminated. An error callback is issued with the DOMError name "AbortError".

### Interface picosec (partial interface)

The picosecDiscovery interface describes the part of the Discovery API accessible through the picosec object.

##### WebIDL

        partial interface picosec {  
  
                readonly attribute [DiscoveryInterface](http://picosec.org:8080/specs/apis/servicediscovery.html#::DiscoveryInterface) discovery;  
  
        };

## Enums

### ServiceState

Service state.

##### WebIDL

        enum ServiceState {"initiating", "available", "unavailable"};

#### Values

initiating

available

unavailable

## Features

This section lists the URIs used to declare the features of this API. The feature URIs are used by the developer in:

* The application's config.xml file to declare requested features.
* As identifier for serviceType in the picosec Discovery API's findServices() method.

**http://picosec.org/api/discovery**

## Full WebIDL

##### WebIDL

        [NoInterfaceObject] interface DiscoveryInterface  {  
  
  
  
                 [PendingOperation](http://picosec.org:8080/specs/apis/servicediscovery.html#::PendingOperation) findServices(    
  
                        [ServiceType](http://picosec.org:8080/specs/apis/servicediscovery.html#::ServiceType) serviceType,   
  
                        [FindCallBack](http://picosec.org:8080/specs/apis/servicediscovery.html#::FindCallBack) findCallBack,   
  
                        optional [Options](http://picosec.org:8080/specs/apis/servicediscovery.html#::Options)? options,   
  
                        optional [Filter](http://picosec.org:8080/specs/apis/servicediscovery.html#::Filter)? filter);  
  
                   
  
  
  
                 DOMString getServiceId(DOMString serviceType);  
  
                   
  
        };                
  
  
  
        dictionary ServiceType {  
  
  
  
                DOMString api;  
  
        };  
  
                  
  
  
  
        callback interface FindCallBack {  
  
  
  
                 void onFound([Service](http://picosec.org:8080/specs/apis/servicediscovery.html#::Service) service);          
  
                   
  
  
  
                 void onLost([Service](http://picosec.org:8080/specs/apis/servicediscovery.html#::Service) service);  
  
                            
  
  
  
                 void onError(DOMError error);  
  
                                   
  
        };  
  
          
  
  
  
        enum ServiceState {"initiating", "available", "unavailable"};  
  
          
  
  
  
          
  
        [NoInterfaceObject] interface Service : [EventTarget](http://dvcs.w3.org/hg/domcore/raw-file/tip/Overview.html#eventtarget) {  
  
  
  
                readonly attribute ServiceState state;  
  
                  
  
  
  
                readonly attribute DOMString api;  
  
                  
  
  
  
                readonly attribute DOMString id;  
  
                  
  
  
  
                readonly attribute DOMString displayName;  
  
                  
  
  
  
                readonly attribute DOMString serviceAddress;              
  
                  
  
  
  
                readonly attribute DOMString description;  
  
                  
  
  
  
                readonly attribute DOMString icon;  
  
                  
  
  
  
                void bindService([BindCallBack](http://picosec.org:8080/specs/apis/servicediscovery.html#::BindCallBack) bindCallBack, optional DOMString serviceId);  
  
                  
  
  
  
                void unbindService();  
  
        };  
  
          
  
  
  
           
  
         callback interface BindCallBack {  
  
  
  
                 void onBind([Service](http://picosec.org:8080/specs/apis/servicediscovery.html#::Service) service);  
  
                   
  
  
  
                 void onUnbind([Service](http://picosec.org:8080/specs/apis/servicediscovery.html#::Service) service);  
  
                   
  
  
  
                 void onServiceAvailable([Service](http://picosec.org:8080/specs/apis/servicediscovery.html#::Service) service);  
  
                   
  
  
  
                 void onServiceUnavailable([Service](http://picosec.org:8080/specs/apis/servicediscovery.html#::Service) service);  
  
                            
  
  
  
                 void onError(DOMError error);   
  
        };  
  
          
  
  
  
        dictionary Options {  
  
  
  
                unsigned short timeout = 120;  
  
        };  
  
          
  
  
  
        dictionary Filter {  
  
  
  
  
  
                boolean cache = true;     
  
          
  
  
  
                DOMString[] zoneId;  
  
                  
  
  
  
                DOMString serviceID;  
  
                   
  
  
  
                boolean remoteServices = false;  
  
  
  
  
  
                [ServiceLocation](http://picosec.org:8080/specs/apis/servicediscovery.html#::ServiceLocation)? serviceLocation;        
  
        };  
  
          
  
  
  
        dictionary ServiceLocation {  
  
  
  
                double? latitude;  
  
  
  
  
  
                double? longitude;  
  
                  
  
  
  
                double accuracy;                  
  
        };  
  
          
  
          
  
  
  
        [NoInterfaceObject] interface PendingOperation {  
  
  
  
                void cancel();  
  
        };  
  
          
  
  
  
  
  
        partial interface picosec {  
  
                readonly attribute [DiscoveryInterface](http://picosec.org:8080/specs/apis/servicediscovery.html#::DiscoveryInterface) discovery;  
  
        };

# Invocation

An IOT device must be able to emit sensor readings and and IOT application must be able to consume the same.

A messaging protocols such as MQTT, obeying a publish subscribe pattern is capable of implementing this minimal requirement.

However there are many instances where this basic method is insufficient.

For example

* Discovery: discovery is a request against one or more devices, which can be responded to either synchronously or asynchronously.
* Administration: device configuration request are levied against a device and need to be responded to in clear fashion
* Database requests: iot-devices are not necessarily connected permanently to the internet. It is a requirement to be able to both cache data on device and respond to data queries
* Complex data requests: it is a frequent requirement to be able to request data “pushes” only when certain criteria are fulfilled. This is simply to optimse power and networking resource hogging. For example
  + emit location ping when exiting an geofence
  + throttle data updates so that only interesting data points are emitted
  + emit only deltas exceeding a predetermined amount.

For these and other reasons it is useful to have a general purpose invocation mechanism where an IOT application can make are remote API request against a device and vice versa.

This mechanism must support asynchronous responses.

We currently have two mechanisms in scope to handle this requirement.

## JSON-RPC

JSON-RPC is a simple API remoting mechanism designed to be lightweight and simple.

### Overview

JSON-RPC is a stateless, light-weight remote procedure call (RPC) protocol. Primarily this specification defines several data structures and the rules around their processing. It is transport agnostic in that the concepts can be used within the same process, over sockets, over http, or in many various message passing environments. It uses JSON (RFC 4627) as data format.

It is designed to be simple!

### Conventions

The key words “MUST”, “MUST NOT”, “REQUIRED”, “SHALL”, “SHALL NOT”, “SHOULD”, “SHOULD NOT”, “RECOMMENDED”, “MAY”, and “OPTIONAL” in this document are to be interpreted as described in RFC 2119.

Since JSON-RPC utilizes JSON, it has the same type system (see [http://www.json.org](http://www.json.org/) or RFC 4627). JSON can represent four primitive types (Strings, Numbers, Booleans, and Null) and two structured types (Objects and Arrays). The term “Primitive” in this specification references any of those four primitive JSON types. The term “Structured” references either of the structured JSON types. Whenever this document refers to any JSON type, the first letter is always capitalized: Object, Array, String, Number, Boolean, Null. True and False are also capitalized.

All member names exchanged between the Client and the Server that are considered for matching of any kind should be considered to be case-sensitive. The terms function, method, and procedure can be assumed to be interchangeable.

The Client is defined as the origin of Request objects and the handler of Response objects. The Server is defined as the origin of Response objects and the handler of Request objects.

One implementation of this specification could easily fill both of those roles, even at the same time, to other different clients or the same client. This specification does not address that layer of complexity.

### Compatibility

JSON-RPC 2.0 Request objects and Response objects may not work with existing JSON-RPC 1.0 clients or servers. However, it is easy to distinguish between the two versions as 2.0 always has a member named “jsonrpc” with a String value of “2.0” whereas 1.0 does not. Most 2.0 implementations should consider trying to handle 1.0 objects, even if not the peer-to-peer and class hinting aspects of 1.0.

### Request object

A rpc call is represented by sending a Request object to a Server. The Request object has the following members:

**jsonrpc** A String specifying the version of the JSON-RPC protocol. MUST be exactly “2.0”. **method** A String containing the name of the method to be invoked. Method names that begin with the word rpc followed by a period character (U+002E or ASCII 46) are reserved for rpc-internal methods and extensions and MUST NOT be used for anything else. **params** A Structured value that holds the parameter values to be used during the invocation of the method. This member MAY be omitted. **id** An identifier established by the Client that MUST contain a String, Number, or NULL value if included. If it is not included it is assumed to be a notification. The value SHOULD normally not be Null [1] and Numbers SHOULD NOT contain fractional parts [2] The Server MUST reply with the same value in the Response object if included. This member is used to correlate the context between the two objects.

[1] The use of Null as a value for the id member in a Request object is discouraged, because this specification uses a value of Null for Responses with an unknown id. Also, because JSON-RPC 1.0 uses an id value of Null for Notifications this could cause confusion in handling.

[2] Fractional parts may be problematic, since many decimal fractions cannot be represented exactly as binary fractions.

#### Notification

A Notification is a Request object without an “id” member. A Request object that is a Notification signifies the Client’s lack of interest in the corresponding Response object, and as such no Response object needs to be returned to the client. The Server MUST NOT reply to a Notification, including those that are within a batch request.

Notifications are not confirmable by definition, since they do not have a Response object to be returned. As such, the Client would not be aware of any errors (like e.g. “Invalid params”,”Internal error”).

#### Parameter Structures

If present, parameters for the rpc call MUST be provided as a Structured value. Either by-position through an Array or by-name through an Object.

* by-position: params MUST be an Array, containing the values in the Server expected order.
* by-name: params MUST be an Object, with member names that match the Server expected parameter names. The absence of expected names MAY result in an error being generated. The names MUST match exactly, including case, to the method’s expected parameters.

### Response object

When a rpc call is made, the Server MUST reply with a Response, except for in the case of Notifications. The Response is expressed as a single JSON Object, with the following members:

**jsonrpc** A String specifying the version of the JSON-RPC protocol. MUST be exactly “2.0”. **result** This member is REQUIRED on success. This member MUST NOT exist if there was an error invoking the method. The value of this member is determined by the method invoked on the Server. **error** This member is REQUIRED on error. This member MUST NOT exist if there was no error triggered during invocation. The value for this member MUST be an Object as defined in section 5.1. **id** This member is REQUIRED. It MUST be the same as the value of the id member in the Request Object. If there was an error in detecting the id in the Request object (e.g. Parse error/Invalid Request), it MUST be Null.

Either the result member or error member MUST be included, but both members MUST NOT be included.

#### Error object

When a rpc call encounters an error, the Response Object MUST contain the error member with a value that is a Object with the following members:

**code** A Number that indicates the error type that occurred. This MUST be an integer. **message** A String providing a short description of the error. The message SHOULD be limited to a concise single sentence. **data** A Primitive or Structured value that contains additional information about the error. This may be omitted.

The value of this member is defined by the Server (e.g. detailed error information, nested errors etc.).

The error codes from and including -32768 to -32000 are reserved for pre-defined errors. Any code within this range, but not defined explicitly below is reserved for future use. The error codes are nearly the same as those suggested for XML-RPC at the following url: <http://xmlrpc-epi.sourceforge.net/specs/rfc.fault_codes.php>

code message meaning -32700 Parse error Invalid JSON was received by the server. An error occurred on the server while parsing the JSON text. -32600 Invalid Request The JSON sent is not a valid Request object. -32601 Method not found The method does not exist / is not available. -32602 Invalid params Invalid method parameter(s). -32603 Internal error Internal JSON-RPC error. -32000 to -32099 Server error Reserved for implementation-defined server-errors. The remainder of the space is available for application defined errors.

### Batch

To send several Request objects at the same time, the Client MAY send an Array filled with Request objects.

The Server should respond with an Array containing the corresponding Response objects, after all of the batch Request objects have been processed. A Response object SHOULD exist for each Request object, except that there SHOULD NOT be any Response objects for notifications. The Server MAY process a batch rpc call as a set of concurrent tasks, processing them in any order and with any width of parallelism.

The Response objects being returned from a batch call MAY be returned in any order within the Array. The Client SHOULD match contexts between the set of Request objects and the resulting set of Response objects based on the id member within each Object.

If the batch rpc call itself fails to be recognized as an valid JSON or as an Array with at least one value, the response from the Server MUST be a single Response object. If there are no Response objects contained within the Response array as it is to be sent to the client, the server MUST NOT return an empty Array and should return nothing at all.

### Examples

Syntax:

--> data sent to Server

<-- data sent to Client

rpc call with positional parameters:

--> {"jsonrpc": "2.0", "method": "subtract", "params": [42, 23], "id": 1}

<-- {"jsonrpc": "2.0", "result": 19, "id": 1}

--> {"jsonrpc": "2.0", "method": "subtract", "params": [23, 42], "id": 2}

<-- {"jsonrpc": "2.0", "result": -19, "id": 2}

rpc call with named parameters:

--> {"jsonrpc": "2.0", "method": "subtract", "params": {"subtrahend": 23, "minuend": 42}, "id": 3}

<-- {"jsonrpc": "2.0", "result": 19, "id": 3}

--> {"jsonrpc": "2.0", "method": "subtract", "params": {"minuend": 42, "subtrahend": 23}, "id": 4}

<-- {"jsonrpc": "2.0", "result": 19, "id": 4}

a Notification:

--> {"jsonrpc": "2.0", "method": "update", "params": [1,2,3,4,5]}

--> {"jsonrpc": "2.0", "method": "foobar"}

rpc call of non-existent method:

--> {"jsonrpc": "2.0", "method": "foobar", "id": "1"}

<-- {"jsonrpc": "2.0", "error": {"code": -32601, "message": "Method not found"}, "id": "1"}

rpc call with invalid JSON:

--> {"jsonrpc": "2.0", "method": "foobar, "params": "bar", "baz]

<-- {"jsonrpc": "2.0", "error": {"code": -32700, "message": "Parse error"}, "id": null}

rpc call with invalid Request object:

--> {"jsonrpc": "2.0", "method": 1, "params": "bar"}

<-- {"jsonrpc": "2.0", "error": {"code": -32600, "message": "Invalid Request"}, "id": null}

rpc call Batch, invalid JSON:

--> [

{"jsonrpc": "2.0", "method": "sum", "params": [1,2,4], "id": "1"},

{"jsonrpc": "2.0", "method"

]

<-- {"jsonrpc": "2.0", "error": {"code": -32700, "message": "Parse error"}, "id": null}

rpc call with an empty Array:

--> []

<-- {"jsonrpc": "2.0", "error": {"code": -32600, "message": "Invalid Request"}, "id": null}

rpc call with an invalid Batch (but not empty):

--> [1]

<-- [

{"jsonrpc": "2.0", "error": {"code": -32600, "message": "Invalid Request"}, "id": null}

]

rpc call with invalid Batch:

--> [1,2,3]

<-- [

{"jsonrpc": "2.0", "error": {"code": -32600, "message": "Invalid Request"}, "id": null},

{"jsonrpc": "2.0", "error": {"code": -32600, "message": "Invalid Request"}, "id": null},

{"jsonrpc": "2.0", "error": {"code": -32600, "message": "Invalid Request"}, "id": null}

]

rpc call Batch:

--> [

{"jsonrpc": "2.0", "method": "sum", "params": [1,2,4], "id": "1"},

{"jsonrpc": "2.0", "method": "notify\_hello", "params": [7]},

{"jsonrpc": "2.0", "method": "subtract", "params": [42,23], "id": "2"},

{"foo": "boo"},

{"jsonrpc": "2.0", "method": "foo.get", "params": {"name": "myself"}, "id": "5"},

{"jsonrpc": "2.0", "method": "get\_data", "id": "9"}

]

<-- [

{"jsonrpc": "2.0", "result": 7, "id": "1"},

{"jsonrpc": "2.0", "result": 19, "id": "2"},

{"jsonrpc": "2.0", "error": {"code": -32600, "message": "Invalid Request"}, "id": null},

{"jsonrpc": "2.0", "error": {"code": -32601, "message": "Method not found"}, "id": "5"},

{"jsonrpc": "2.0", "result": ["hello", 5], "id": "9"}

]

rpc call Batch (all notifications):

--> [

{"jsonrpc": "2.0", "method": "notify\_sum", "params": [1,2,4]},

{"jsonrpc": "2.0", "method": "notify\_hello", "params": [7]}

]

<-- //Nothing is returned for all notification batches

### Extensions

Method names that begin with rpc. are reserved for system extensions, and MUST NOT be used for anything else. Each system extension is defined in a related specification. All system extensions are OPTIONAL.

### JSON-RPC bindings

#### Routing Algorithm

##### Message validation

The message metadata shall be checked at both sender/publisher and receiver/subscriber sides to ensure validity, well-formedness and consistency.

Message validation failure MAY result in automatic generation and sending of delivery notification messages by the checking party if it’s not the message source and the message requires delivery notification. This kind of behaviour, however, is implementation-defined. Failure to validate a message SHALL prevent the message from being further processed.

Errors during the validation phase when the message source is local SHALL, instead, result in appropriate exceptions being thrown at the application-level.

##### Route Determination

The route determination decides how each recipient is to be reached. In the route determination phase the routing manager SHALL check the recipient and determine whether it is local or remote. In the former case, it SHALL ensure that the recipient actually exists and is reachable upon policy restrictions and, if this condition does not hold true, it SHOULD automatically generate and send a delivery notification message to inform the message source. In the latter case it SHALL determine whether the recipient is reachable within the local networks the device is connected to or not, and also which network interface is going to be used to reach the recipient, so that this information is available in the policy enforcement phase.

Route determination for messages SHALL be performed once per recipient, so that individual failures SHALL only affect one message/recipient combination. Failures during the route determination phase SHALL prevent the message from being further processed for that message/recipient combination.

##### Application-level routing

The message handling functionality exposed to the application, at the lowest level, consists of a restricted set of conceptually simple operations: generating and sending messages, or forwarding them, and registering listeners for incoming messages.

This implies that the message routing manager SHALL be able to somehow create the JavaScript representations of incoming message objects and to properly trigger the execution of the relevant listener callbacks.

Each application SHALL be allowed to handle messages from/to addressable entities that it “owns” (e.g., the application itself, the services it exposes), obviously according to the constraints imposed by local policy rules and authorizations, hence it SHALL be able to both receive messages directed to any addressable entity that it owns and to send/forward message on the behalf of any addressable entity it owns.

Other than that, at this level, the behaviour of the system is highly dependent on the actual webinos inter-application messaging API specification, hence that document is to be considered the reference for determining whether a given implementation is in conformance or not.

##### Network-level routing

The network-level routing algorithm SHALL be based on the defined addressing scheme.

Each routing entity SHALL register itself with its parent node and child node if the other parties have not registered themselves with this routing entity. A successful registration process SHALL result in an entry or record in local routing table for both parties that registering and being registered with.

On receiving a message, the receiver checks if itself is the message destination. If so, based on the message type, correspondent handler functions/callbacks MAY be called. For example, if a JSON RPC type of message is received, the following procedure May happen:

* Message destination calls rpchandler to handle the message.
* RPC result is packed within a new message object. Return route back to message origin follows the same routing rule as any message experienced.
* When RPC result is received by the message origin, if a callback was defined during creating message, this callback will be executed.

In the case that the message receiver is not the final destination, the receiver SHALL forward the message. When there is no routing information about the final destination available at this message receiver, it SHALL look up the routing table for the next available hop to the destination.

#### Message Object

##### Generic Message Object

Each message results in the creation of a message object. A generic message object is defined here. Any user or system specified message object will be a subclass of the generic message object. The generic message object includes the following attributes:

| **Attribute** | **Description** | **Mandatory** | **Data type** |
| --- | --- | --- | --- |
| type | Identifies the message type and determines payload semantics | Yes | String that matches the following regular expression: [\_a-zA-Z][\_a-zA-Z0-9]\* |
| from | Represents the entity that originally sent the message | Yes | Addressable entity object reference |
| to | destination entity | Yes | addressable entity object reference |
| id | Message identifier | Yes | String identifying the message |
| timestamp | Moment in time in which the message is generated by the original message source | No | A suitable date/time representation with millisecond precision or better |
| expires | Moment in time past which the message is no more valid or meaningful | No | A suitable date/time representation with millisecond precision or better |
| deliveryReceipt | Indicates whether the sending entity wants to be notified by the receiving entities about the result of the message delivery | No | Boolean value |
| payload | Message type-specific data | No | String |

This specification does not demand the usage of a specific serialization for transmitting messages, yet it presupposes that:

* the actual serialization has a one-to-one mapping with Unicode code points for addresses and payload data;
* a one-to-one mapping between addressable entities and address strings is defined.

The ‘id’ attribute is used by the sender to track if a response or error message that it might receive is in relation to that message.

It is up to the sender of the message whether the value of the ‘id’ attribute is unique only within the current session or is globally unique.

#### Delivery Notification Message object

The delivery notification protocol is part of the core webinos message handling protocol and it provides a handful of ICMP-like functionality to the system.

A delivery notification message SHOULD be generated when an entity receives or is about to receive an message having the “deliveryReceipt” attribute specified as true. The notification message MAY be generated at the destination of message delivery or at the router on the path when there is issue to pass the message on, e.g. message validation fails or the router couldn’t find next hop to deliver the message.

The Delivery notification message object is a subclass of generic message object. In order for a delivery notification message to be considered valid, the following attributes MUST be set as hereby described:

| **Attribute** | **Valid values** |
| --- | --- |
| type | “deliveryNotification” |
| to | The “to” MUST be the entity that this notification was generated or, if none, the entity is specified by the Source attribute |
| id | Reference to the message because of which this notification was generated |
| deliveryReceipt | false |
| payload | String |

The Payload attribute MUST be specified as one of the following values:

| **Value** | **Meaning** |
| --- | --- |
| “ok” | Message successfully delivered |
| “duplicate” | A message with the same ID was already delivered to the recipient |
| “invalid” | The recipient got an invalid message (e.g., transmission error) |
| “badDestination” | The intended recipient is unknown or unreachable |
| “expired” | The message expired before the actual delivery, according to its “Expiry timestamp” attribute |
| “refused” | The message could not be received because of lack of authorization and/or policy settings |
| “noReference” | The recipient does not hold a local reference to the message specified by the “In response to” attribute |

#### RPC Message Object

The RPC Message Object message object is also a subclass of generic message object. It basically wraps [[Messaging\_and\_Routing#51-JSONRPC2.0|JSONRPC2.0]] objects and batches into webinos messages, hence concepts, terminology, payload syntax and semantics, and behaviour are meant to be aligned with that specification.

A JSON-RPC 2.0 request object or request batch is wrapped into a webinos RPC request message that, in order to be considered valid, MUST have the following attributes set as hereby described:

| **Attribute** | **Valid values** |
| --- | --- |
| type | “JSONRPC20Request” |
| id | Identity of the RPC request message |
| payload | JSON-RPC 2.0 request object or request batch |

When an entity offering RPC interfaces receives an RPC request message that does not contain a notification or a notification-only batch and said entity is a primary recipient of that message, it SHOULD generate and send an RPC response message, possibly according to specific policy rules.

Similarly to webinos RPC request messages, a JSON-RPC 2.0 response object or response batch is wrapped into a webinos RPC response message that, in order to be considered valid, MUST have the following attributes set as hereby described:

| **Attribute** | **Valid values** |
| --- | --- |
| type | “JSONRPC20Response” |
| to | The “to” set MUST contain only a reference to the entity specified by the “to” attribute in the RPC request message because of which this RPC response message was generated |
| id | Reference to the RPC request message because of which this RPC response message was generated |
| payload | JSON-RPC 2.0 response object or response batch |

Note: the JSON-RPC 2.0 specification states that notifications MUST NOT be replied to, and the same holds true for this specification; nevertheless it is still possible to use the “deliveryReceipt” attribute to be informed about the delivery of an RPC request message, even if it contains a notification or a notification-only batch.

This protocol is meant to be automatically handled by the WRT without requiring any extra effort on the developer side: the message Handling API and the routing manager SHALL prevent applications from creating and receiving messages whose type is “JSONRPC20Request” or “JSONRPC20Response”, while it SHALL be possible to expose RPC interfaces by describing them in the config.xml file, as specified in the Foundations section of this specification, and the WRT SHALL automatically create functions with corresponding names into the local JavaScript object that represents a discovered service, mapping calls to those functions to asynchronous RPC requests and responses operated via this protocol.

#### PROP Message Object

PROP message type is created by webinos for TLS session set-up and communications between webinos core components. It MUST have the following attributes set as hereby described:

| **Attribute** | **Valid values** |
| --- | --- |
| type | “Prop” |
| to | destination entity |
| id | Reference to the Prop message |
| payload | Prop message body |

<http://www.jsonrpc.org/specification>

## Optional BSON binding

<http://bsonspec.org/>

BSON [bee · sahn], short for Bin­ary JSON, is a bin­ary-en­coded seri­al­iz­a­tion of JSON-like doc­u­ments. Like JSON, BSON sup­ports the em­bed­ding of doc­u­ments and ar­rays with­in oth­er doc­u­ments and ar­rays. BSON also con­tains ex­ten­sions that al­low rep­res­ent­a­tion of data types that are not part of the JSON spec. For ex­ample, BSON has a Date type and a BinData type.

BSON can be com­pared to bin­ary inter­change for­mats, like Proto­col Buf­fers. BSON is more “schema-less” than Proto­col Buf­fers, which can give it an ad­vant­age in flex­ib­il­ity but also a slight dis­ad­vant­age in space ef­fi­ciency (BSON has over­head for field names with­in the seri­al­ized data).

BSON may be required in IOT devices for efficiency purposes

The full specification

<http://bsonspec.org/spec.html>

#### Specification Version 1.0

BSON is a binary format in which zero or more key/value pairs are stored as a single entity. We call this entity a document.

The following grammar specifies version 1.0 of the BSON standard. We’ve written the grammar using a pseudo-BNF syntax. Valid BSON data is represented by the document non-terminal.

#### Basic Types

The following basic types are used as terminals in the rest of the grammar. Each type must be serialized in little-endian format.

| **byte** | **1 byte (8-bits)** |
| --- | --- |
| int32 | 4 bytes (32-bit signed integer, two’s complement) |
| int64 | 8 bytes (64-bit signed integer, two’s complement) |
| double | 8 bytes (64-bit IEEE 754 floating point) |

#### Non-terminals

The following specifies the rest of the BSON grammar. Note that quoted strings represent terminals, and should be interpreted with C semantics (e.g.\x01 represents the byte 0000 0001). Also note that we use the operator as shorthand for repetition (e.g. (*\x01*2) is \x01\x01). When used as a unary operator, \* means that the repetition can occur 0 or more times.

document ::= int32 e\_list "\x00" BSON Document. int32 is the total number of bytes comprising the document.

e\_list ::= element e\_list

| ""

element ::= "\x01" e\_name double Floating point

| "\x02" e\_name string UTF-8 string

| "\x03" e\_name document Embedded document

| "\x04" e\_name document Array

| "\x05" e\_name binary Binary data

| "\x06" e\_name Undefined — Deprecated

| "\x07" e\_name (byte\*12) ObjectId

| "\x08" e\_name "\x00" Boolean "false"

| "\x08" e\_name "\x01" Boolean "true"

| "\x09" e\_name int64 UTC datetime

| "\x0A" e\_name Null value

| "\x0B" e\_name cstring cstring Regular expression - The first cstring is the regex pattern, the second is the regex options string. Options are identified by characters, which must be stored in alphabetical order. Valid options are 'i' for case insensitive matching, 'm' for multiline matching, 'x' for verbose mode, 'l' to make \w, \W, etc. locale dependent, 's' for dotall mode ('.' matches everything), and 'u' to make \w, \W, etc. match unicode.

| "\x0C" e\_name string (byte\*12) DBPointer — Deprecated

| "\x0D" e\_name string JavaScript code

| "\x0E" e\_name string Deprecated

| "\x0F" e\_name code\_w\_s JavaScript code w/ scope

| "\x10" e\_name int32 32-bit Integer

| "\x11" e\_name int64 Timestamp

| "\x12" e\_name int64 64-bit integer

| "\xFF" e\_name Min key

| "\x7F" e\_name Max key

e\_name ::= cstring Key name

string ::= int32 (byte\*) "\x00" String - The int32 is the number bytes in the (byte\*) + 1 (for the trailing '\x00'). The (byte\*) is zero or more UTF-8 encoded characters.

cstring ::= (byte\*) "\x00" Zero or more modified UTF-8 encoded characters followed by '\x00'. The (byte\*) MUST NOT contain '\x00', hence it is not full UTF-8.

binary ::= int32 subtype (byte\*) Binary - The int32 is the number of bytes in the (byte\*).

subtype ::= "\x00" Generic binary subtype

| "\x01" Function

| "\x02" Binary (Old)

| "\x03" UUID (Old)

| "\x04" UUID

| "\x05" MD5

| "\x80" User defined

code\_w\_s ::= int32 string document Code w/ scope

Notes

* Array - The document for an array is a normal BSON document with integer values for the keys, starting with 0 and continuing sequentially. For example, the array [‘red’, ‘blue’] would be encoded as the document {‘0’: ‘red’, ‘1’: ‘blue’}. The keys must be in ascending numerical order.
* UTC datetime - The int64 is UTC milliseconds since the Unix epoch. Timestamp - Special internal type used by MongoDB replication and sharding. First 4 bytes are an increment, second 4 are a timestamp.
* Min key - Special type which compares lower than all other possible BSON element values.
* Max key - Special type which compares higher than all other possible BSON element values.
* Generic binary subtype - This is the most commonly used binary subtype and should be the ‘default’ for drivers and tools.
* The BSON “binary” or “BinData” datatype is used to represent arrays of bytes. It is somewhat analogous to the Java notion of a ByteArray. BSON binary values have a subtype. This is used to indicate what kind of data is in the byte array. Subtypes from zero to 127 are predefined or reserved. Subtypes from 128-255 are user-defined.
* \x02 Binary (Old) - This used to be the default subtype, but was deprecated in favor of \x00. Drivers and tools should be sure to handle \x02 appropriately. The structure of the binary data (the bytearray in the binary non-terminal) must be an int32 followed by a (byte). The int32 is the number of bytes in the repetition.
* \x03 UUID (Old) - This used to be the UUID subtype, but was deprecated in favor of \x04. Drivers and tools for languages with a native UUID type should handle \x03 appropriately.
* \x80-0xff “User defined” subtypes. The binary data can be anything.
* Code w/ scope - The int32 is the length in bytes of the entire code\_w\_s value. The string is JavaScript code. The document is a mapping from identifiers to values, representing the scope in which the string should be evaluated.

## CoAP

The CoAP full specification is found on the IETF website <https://tools.ietf.org/html/rfc7252>

CoAP is based on HTTP, and inherits the RESTful model <http://en.wikipedia.org/wiki/Representational_state_transfer> for remote API invocation, but without many of the overheads implied by HTTP due to its efficient implementation on top of UDP

The aspects of the CoAP specification are repeated belwo

### Request/Response Semantics

CoAP operates under a similar request/response model as HTTP: a CoAP endpoint in the role of a “client” sends one or more CoAP requests to a “server”, which services the requests by sending CoAP responses. Unlike HTTP, requests and responses are not sent over a previously established connection but are exchanged asynchronously over CoAP messages.

### Requests

A CoAP request consists of the method to be applied to the resource, the identifier of the resource, a payload and Internet media type (if any), and optional metadata about the request.

CoAP supports the basic methods of GET, POST, PUT, and DELETE, which are easily mapped to HTTP. They have the same properties of safe (only retrieval) and idempotent (you can invoke it multiple times with the same effects) as HTTP (see Section 9.1 of [RFC2616]). The GET method is safe; therefore, it MUST NOT take any other action on a resource other than retrieval. The GET, PUT, and DELETE methods MUST be performed in such a way that they are idempotent. POST is not idempotent, because its effect is determined by the origin server and dependent on the target resource; it usually results in a new resource being created or the target resource being updated.

A request is initiated by setting the Code field in the CoAP header of a Confirmable or a Non-confirmable message to a Method Code and including request information.

The methods used in requests are described in detail in Section 5.8.

### Responses

After receiving and interpreting a request, a server responds with a CoAP response that is matched to the request by means of a client- generated token (Section 5.3); note that this is different from the Message ID that matches a Confirmable message to its Acknowledgement.

A response is identified by the Code field in the CoAP header being set to a Response Code. Similar to the HTTP Status Code, the CoAP Response Code indicates the result of the attempt to understand and satisfy the request. These codes are fully defined in Section 5.9. The Response Code numbers to be set in the Code field of the CoAP header are maintained in the CoAP Response Code Registry (Section 12.1.2).

### API bindings

A number of initiatives have already started looking at how CoAP binds generally to RESTful services

<https://datatracker.ietf.org/doc/rfc6690/?include_text=1>

<https://datatracker.ietf.org/wg/core/documents/>

## Work to do

CoAP webinos alignment

# Device Admin requirements

An IOT device needs updating. In the first instance we will restrict the scope of IOT administration to configuration only

See below for firmware update considerations

## iot-device administration

A iot-device is not required to support webinos synchronization. Therefore any iot-device configuration operations that are performed as standard using sync – particularly policy configuration and credentials configuration – must be accomplished by alternative means.

iot-device configuration requirements cover:

* common configuration requirements, notably access control policy;
* application-specific configuration requirements, including the configuration needs of the supported APIs and the connection technology.

A minimal RPC-based API is defined for remote administration of iot-devices. Support for this protocol is conditionally required: if a iot-device supports any remote configuration mechanism, it must at least support the iot-device Admin API. Certain iot-devices might be so limited as to be unable to support remote configuration, or their functionality might be so limited as to make it unnecessary.

Also, more powerful iot-devices might provide a locally-hosted web app for configuration; in this case, the authentication and access control requirements for such an interface are specified.

The API for common configuration requirements is specified here, and a generic settings mechanism is defined that may be used for application-specific configuration requirements. For particular applications, iot-devices may provide additional APIs for their specific configuration requirements.

## iot-device configuration API

Whilst it would be appealing for a iot-device to expose a REST configuration API, it would not be supportable, or a justifiable use of the available resources on the smaller iot-devices. Instead, a very simple JSON-RPC-based configuration API is defined, together with a mapping to a REST API that can be implemented at a proxy if desired.

The configuration API is defined to be as simple as possible. There is a single flat space of configuration key strings. The operations supported by the API are:

* keys with primitive values:
  + support for string and number value types;
  + get and set operations;
* keys whose values are an unordered set of primitive values:
  + support for string and number member value types;
  + get and set operations on the collection as a whole;
  + add and remove operations on members of the collection.

The JSON-RPC interface is served as a webinos API in the same way as other webinos APIs. The API is not discoverable, but is accessed with well-known identifiers as follows:

* URI: @<http://webinos.org/api/pzp-admin@>
* Instance: @default@

The API exposes a single interface Config, with the following operations.

### Config.get

Gets the primitive value of a configuration entry. An error is returned from this operation if one of the following conditions arises:

* the key is not known or not configurable on this iot-device;
* the caller does not have permission to read this key.

**Params**:

* key: string key of the configuration element;

**Result**:

* the JSON-encoded value of the configuration element. If the element has a primitive value, this is the JSON representation of the Number or String value. If the configuration element has a collection value, this is the JSON representation of an array containing the members of the collection; order is insignificant.

### JSON-RPC request

JSON: Object

{ id : 1

, jsonrpc : "2.0"

, method : "http://webinos.org/api/psp-admin@default.Config.get"

, params :

{ key :

}

}

### JSON-RPC response

JSON: Object

{ id: 1

, jsonrpc: "2.0"

, result:

}

### REST request

GET /config/

Accept: application/json

must be URL-encoded before forming the request path. A successful request results in a 200 response with a response body containing the JSON representation of the primitive or collection value. Error responses are indicated by a relevant status code and optionally an informative error message in the response body. ### Config.set Sets the primitive value of a configuration entry. An error is returned from this operation if one of the following conditions arises: \* the key is not known or not configurable on this iot-device; \* the caller does not have permission to modify this key; \* an invalid value or an value with invalid type is specified. \*\*Params\*\*: \* key: string key of the configuration element; \* value: the JSON-encoded value to set. If the configuration element has a primitive value, this is the JSON representation of the Number or String value. If the configuration element has a collection value, this is the JSON representation of an array containing the members of the collection; order is insignificant, and duplicate members are silently discarded. \*\*Result\*\*: \* none. #### JSON-RPC request

JSON: Object

{ id : 1

, jsonrpc : "2.0"

, method : "http://webinos.org/api/psp-admin@default.Config.set"

, params :

{ key :

, value :

}

}

#### REST request

PUT /config/

Content-Type: application/json

**key** must be URL-encoded before forming the request path. **value** is the JSON representation of the primitive or collection value.

A successful request results in a 200 response with a response body containing the JSON representation of the set primitive or collection value.

Error responses are indicated by a relevant status code and optionally an informative error message in the response body.

### Config.add

Inserts a new primitive value into a configuration entry of collection type.

An error is returned from this operation if one of the following conditions arises:

* the key is not known or not configurable on this iot-device;
* the caller does not have permission to modify this key;
* the key is not of collection type;
* an invalid value or an value with invalid type is specified.

If the given value is already present, the operation silently does nothing.

**Params**:

* key: string key of the configuration element;
* value: the JSON-encoded value to add. This is the JSON representation of the Number or String value.

**Result**:

* none.

#### JSON-RPC request

JSON: Object

{ id : 1

, jsonrpc : "2.0"

, method : "http://webinos.org/api/psp-admin@default.Config.add"

, params :

{ key :

, value :

}

}

#### REST request

POST /config/

Content-Type: application/json

**key** must be URL-encoded before forming the request path. **value** is the JSON representation of the primitive value.

A successful request results in a 201 response with a response body containing the JSON representation of the added primitive value.

Error responses are indicated by a relevant status code and optionally an informative error message in the response body.

### Config.remove

Removes a primitive value from a configuration entry of collection type.

An error is returned from this operation if one of the following conditions arises:

* the key is not known or not configurable on this iot-device;
* the caller does not have permission to modify this key;
* the key is not of collection type;
* an invalid value or an value with invalid type is specified.

If the given value is not a member of the collection, the operation silently does nothing.

**Params**:

* key: string key of the configuration element;
* value: the JSON-encoded value to remove. This is the JSON representation of the Number or String value.

**Result**:

* none.

#### JSON-RPC request

JSON: Object

{ id : 1

, jsonrpc : "2.0"

, method : "http://webinos.org/api/psp-admin@default.Config.add"

, params :

{ key :

, value :

}

}

#### REST request

DELETE /config//

Content-Type: application/json

<**key**> and <**value**> must each be URL-encoded before forming the request path.

A successful request results in a 200 response with a response body containing the JSON representation of the removed primitive value.

Error responses are indicated by a relevant status code and optionally an informative error message in the response body.

## TLS-capable iot-device

TLS-capable iot-device must expose the JSON-RPC admin API if it offers any remote configuration capability; any remotely configurable items must be configurable through that API.

A TLS-capable iot-device may also serve the REST API from a local HTTP server.

More capable iot-devices will typically serve an administration web app in addition to the API, allowing users for example to upload certificates directly from the admin web page.

## Tethered iot-device

A tethered iot-device must expose the JSON-RPC admin API if it offers any remote configuration capability; any remotely configurable items must be configurable through that API.

A proxy to a tethered iot-device may also expose the REST API, proxying requests to the JSON-RPC API.

## Admin API access control

The Admin API for a iot-device is clearly sensitive and must only be exposed to suitably authenticated clients. Once a device is enrolled, access to the admin API must be permitted only to clients in the same Personal Zone.

Prior to enrolment, however, a iot-device will typically initially be in a bootstrap mode and will have an unprotected admin interface, with that interface being used to set up and enrol the device, thereby establishing admin API access control, as part of commissioning the unit. A hardware reset would be required to regain access, also clearing all sensitive data, if relevant credentials were lost or compromised.

Devices that are not remotely configurable must have some means of locally connecting and configuring the device (eg a physical serial port dedicated to that purpose). No APIs are served in bootstrap mode. Local methods for enrolment depend on the nature of the device and its deployment, and are outside the scope of this specification.

In bootstrap mode, for devices supporting the JSON-RPC admin API, no APIs are available through the RPC port other than the admin API. The requirements for admin API access control, both in bootstrap and active mode, are different according to the class of iot-device.

### TLS-capable iot-device

In bootstrap mode, as well as in active mode, connections to the JSON\_RPC port are made over TLS. In bootstrap mode, the iot-device exposes a bootstrap server certificate issued by the manufacturer. The iot-device may require clients to authenticate using a client certificate when in bootstrap mode; if so, that client certificate and key must also be issued by the manufacturer. (This is analogous to devices being shipped with a temporary manufacturer-set admin password.)

Once the enrolment process has been completed using the admin API, the device transitions to active mode, and the bootstrap credentials, if any, are no longer granted access to the admin API.

For the REST admin API, and any HTML admin web app, bootstrap authentication may be performed either via client certificates, or using another HTTP authentication mechanism (eg basic auth with a manufacturer-supplied bootstrap password).

### Tethered iot-device

A tethered iot-device uses bus-specific access control mechanisms for access to the JSON-RPC interface. For example, in a Bluetooth-attached iot-device, a proxy would first have to pair with the device before having access to the JSON-RPC port.

For a tethered iot-device, the bootstrap process involves configuration of the device by the proxy via the JSON-RPC admin API. At all times the proxy only permits access to the admin API (whether by JSON-RPC or the REST API) to peers belonging to the same Personal Zone. During bootstrap, a proxy does not forward any non-admin API requests from external peers.

## Firmware update requirements

We do not propose to directly address firmware update requirements within the picosec project.

There are three common mechanism

* Proprietary HTTP post: such as typcially supported by routers and other consumer hardware
* OMA firmware management object <http://technical.openmobilealliance.org/Technical/technical-information/release-program/current-releases/fumo-archive>
* Broadband forum RT-069 <http://en.wikipedia.org/wiki/TR-069>
  + <http://www.broadband-forum.org/technical/download/TR-069.pdf>

# Enrolment

## Introduction

Enrolment is the progress of creating secure associations between Picosec entities (ie between IOT devices, IOT devices and IOT applications, or other entities). This section defines the basic requirements and constraints that must be satisifed, and defines the mechanisms by which enrolment is performed in Picosec.

Webinos dealt with enrolment - which in that context specifically relates to creating an association between a device and its owning hub - using one of a number of available authentication procedures, followed by a certificate exchange. Different authentication procedures apply based on the nature of the devices, and the nature of the “introduction” between their owners, but essentially these mechanisms all depend on the devices having some human input and output capability for input and recognition of codes, PINs, etc.

For IoT devices, there are several other problems in the provisioning and management of device networks:

* Small devices have no natural user interface for configuration that would be required for the installation of shared secrets and other security-related parameters. Typically, there is no keyboard, no display, and there may not even be buttons to press. Some devices may only have one interface, the interface to the network.
* Manual configuration is rarely, if at all, possible, as the necessary skills are missing in typical installation environments (such as in family homes).
* There may be a large number of devices, possibly in inaccessible locations. Configuration tasks that may be acceptable when performed for one device may become unacceptable with dozens or hundreds of devices.
* Network configurations evolve over the lifetime of the devices, as additional devices are introduced or addresses change. Various central nodes may also receive more frequent updates than individual devices such as sensors embedded in building materials.

Accordingly a new range of procedures will be necessary, underpinned by new notions of device identity and addressability. This section defines how these objectives are met in Picosec.

## Motivating security requirements

Although the following list is not exhaustive, it provides a set of constraints that must be satisfied by a solution.

1. An IoT device must be capable of being reliably authenticated when it connects to a network, irrespective of whether this is done locally or remotely.
2. A user must be able to enrol the IoT device onto the device securely and easily.
3. A user must be authenticated and authorised to enrol an IoT device on the network.
4. Encryption keys must not be transmitted in plaintext.
5. Credential data such as WiFi passwords must be encrypted.
6. Any other sensitive data such as tokens and session IDs must be encrypted.
7. Sensitive data used in device and user authentication must be secured from modification and manipulation attacks.   
   There must be a provision for data origin authentication (message authentication) of data used for enrolment of the device and user.
8. Sensitive data used in device and user authentication must be secured against replay to protect from spoofing attacks.
9. Sensitive data such as credentials, keys and tokens must be encrypted in storage on the IoT devices and the device management application.
10. The IoT device mut be bound to the user in some way.

## Device identity

Picosec entities are identified in the architecture using self-generated secure identities, similar to Cryptographically Generated Addresses (CGAs)[RFC3972](http://www.ietf.org/rfc/rfc3972.txt) or Host Identity Tags (HITs) [RFC5201](http://www.ietf.org/rfc/rfc5201.txt). That is, we assume the following holds:

I = h(P|O)

where I is the secure identity of the device, h is a hash function, P is the public key from a key pair generated by the device, and O is optional other information (which might include the MAC address of whatever network te device is attached to). The private key from the keypair is held securely on the device; if the device has the hardware capability, this can be in a secure element that performs cryptographic operations using that key.

Picosec does not mandate specific algorithms for the signature or hash algorithm in the architecture, but choices of algorithm are made in Picosec profiles for specific applications. Elliptic Curve algorithms are noted for being amenable to efficient implementation on constrained processors, in comparison with equivalent-strength RSA.

## Bilateral enrolment

A simple bilateral enrolment is a procedure occurring between two Picosec IoT entities (eg two devices, or a device and an application). Enrolment is simply a bilateral key agreement that can occur over any communication channel existing between the entities, or may be out of band (eg via RFID).

Enrolment procedures address two separate issues:

* authentication of the participating entities;
* key agreement.

Authentication of the particpating entities is possible by the following procedures (specified in greater detail in later specifications):

* application level/manual/none: in this case, there is no explicit authentication, but device authentication is implicit. For example, 802.15.4-connected entities might be mutually visible in an environment where it is known that no other devices are present. Alternatively, key agreement may proceed between locally disovered entities, with application-level procedures occurring after key agreement to authenticate the device and confirm the enrolment.
* numeric comparison: if both devices have a display and at least have a Yes/No key. This method displays a numeric code on each device. The user should compare the numbers to ensure they are identical. If the comparison succeeds, the user(s) should confirm the operation on the device(s) that can accept an input. This method provides MITM protection, assuming the user confirms on both devices and performs the comparison properly.
* passkey entry: this method may be used between a device with a display and a device with numeric keypad entry (such as a keyboard), or two devices with numeric keypad entry. In the first case, the display is used to show a numeric code to the user, who then enters the code on the keypad. In the second case, the user of each device enters the same number. Both of theses cases provide MITM protection.
* out of band: an out of band procedure (eg NFC/RFID transfer of identity) is used to authenticate the peering entities.

Key agreement is by using a key agreement protocol such as ECDH where the entities’ keypair is a set of EC params.

Implicit key agreement is where each party’s params are used, each having knowledge of the other party’s public params, to create a canonical DH key, without any information other than public keys being exchanged.

A unique key agreement is where a random nonce is generated by the initiating party and communicated to the other party, and each uses this to create a shared secret key. Unique key agreement is used in situations where it is desirable that the key is not implicitly available based on entity public keys alone - for example if the key is only to be recreated following user entry of a PIN.

The result of bilateral enrolment is a shared secret key that is used in subsequent procedures between the entities.

## Enrolment to IoT hub

An **IoT hub** is an entity that operates as the “owner” of one or more IoT entities. The role of the IoT hub is analogous to the role of **Personal Zone Hub**in Webinos. A hub is identifiable and locatable: an IoT hub has a stable URI, and various services would be expected to be served at that location by the hub’s provider.

A hub provides a means to discover its attached enrolled IoT devices, and provides a means to address those devices, eg as:

GET <hub URL>/devices/<device id>

The IoT entity -> hub relationship is usually exclusive; ie an IoT entity is only associated with a single IoT hub at any time.

An IoT hub is an IoT entity in its own right, and therefore has a keypair and identity. Enrolment of a device with the IoT hub is a simple bilateral enrolment operation, performed using any of the available methods.

A hub may enrol with another IoT entity (such as an IoT app) directly, or may enrol any of its child devices via delegated enrolment (see below).

Entities that are enrolled to the hub are issued with a **membership ticket**, which is an artifact signed by the hub, containing the member entity’s identity.

### Delegated enrolment

This is the stuation where an IoT entity (typically a device) is enrolled to another entity (eg an app) via a mediating IoT hub.

The authentication of the device, in this case, is by authentication of the IoT hub, which in turn attests to the authenticity of the owned entity. Key agreement is performed by independent bilateral exchanges between the hub and each entity. This means that an enrolment between a hub-attached device and any other entity can take place without the device being online; it can obtain the necessary parameters to construct the key for itself when it first requires it.

A hub therefore acts as a grouping mechanism for child entities, being able to mediate global discovery, global addressing and enrolment, without itself mediating actual service invocation.

## Aggregate entities

An IoT hub is a useful mechanism for grouping entities but it forces a hierarchical structure on participating entities. It also requires a stable URL, which requires an online provider. There is also a desire that Picosec supports a fully federated peer-to-peer model whilst retaining the ability for entities to operate in groups to ensure management and connectivity remain scalable.

The **IoT aggregate** is an entity that performs this role. An aggregate is purely a **virtual entity**: it has an IoT identity, but does not necessarily reside on a physical device, and it does not necessarily have a cloud presence or URL.

An IoT aggregate represents a group of peer entities of without implying any hierarchy of status between those entities. An aggregate serves to provide logical grouping and, in the same way as for an IoT hub, enables delegated enrolment between its member entities and any other IoT entity.

An IoT aggregate may have a physical presence in an aggregator device (ie a bridge or gateway, as might exist between a wireless mesh network and the internet). Such a device is visible as an IoT entity on the network in its own right, and it may export services that permit the member devices to be discovered and addressed. Although the aggregator might not typically have a stable URL, or even a stable IP address, it will nonetheless be discoverable using local means - eg [mDNS](http://tools.ietf.org/html/rfc6762) - so local entities such as local apps can find the aggregator and thence each of its member devices.

### Self aggregating devices

A further possiblity is a group of **self-aggregating devices**: a collection of devices that can each peform the role of aggregator from time to time. This mode of operation means that an aggregate can exist without any dedicated hardware.

As with hub enrolment, an entity that is a member of an aggregate is issued with a membership ticket; this ticket contains the information that any other entity needs in order to perform delegated enrolment for that member with any third (external) entity. All members of the aggregate have visibility of all member membership tickets.

Management of the IoT aggregate’s keypair may by by one of the following patterns.

### Aggregation using shared credentials

In this model, each member of the aggregate has access to the keypair for the aggregate. This model can apply only when the following conditions are satisfied:

* all members are trusted equally and are authorised to perform delegated authentication and key agreement for all other members;
* compromise of aggregate credentials from member devices is considered acceptable. This includes the requirement that member devices are not re-used in any subsequent setting without being restored to a state in which the aggregate credentials are not present.

### Aggregation via an aggregate manager

In this model, an entity (such as an IoT app) acts as the manager of the aggregate entity’s credentials. This is akin to having an app acting as a wallet or locker for credentials. The app is involved in issueing new membership tickets when new devices are enjoined to the aggregate.

The manager app does not have any role in the ongoing operations of the aggregate, and does not mediate access between any member entity and any client IoT entity.

# Secure connection

## Overview

Picosec is intended to address a very wide range of use cases, and solutions will exist that use a broad range of technologies and architectures; we do not aim to create a “one size fits all” approach. To this end, Picosec will establish a solution elements - for example protocols, procedures and formats for key agreement - that are applicable within different architectures. These solution elements, delivered as a combination of specifications and open source code for reference implementations, will be capable of integration into different solutions and platforms.

On top from these solution elements, Picosec provides a complete solution architecture that targets a broad range of use cases. We do not claim that this architecture is suitable for every scenario, but it specifically aims to confront, directly, the most significant challenges of the next generation of IoT applications. It is strongly influenced by Webinos ideas - and includes Webinos-defined APIs and protocols in some elements - but re-casts these for IoT applications with the the attendant constraints relating to trust, communications, hardware capability and scale. The architecture extends existing IOT solutions by addressing:

* federated systems where there is heterogeneity in device ownership and trust, instead of systems in which end-devices and the systems that talk to them operate under a single authority;
* extensible systems where the services offered by a device are dynamic, discoverable and negotiable instead of being fixed;
* systems in which services are exchanged over disparate, changing, and independently owned networks, instead of having dedicated and co-managed interconnection.

These, we think, are the key characteristics of something we could describe as an “Internet of Things” - or even eventually a “Web of Things” - instead of a collection of independent systems having only a bridgehead to the internet.

## Key solution components

The primary elements of the baseline Picosec solution architecture are:

* **CoAP**. CoAP is the protocol that allows a range of services, each with their different interaction and API styles, to be supported over unreliable networks. It is the natural successor to the Webinos “JSON-RPC + reliable transport” model for the IoT environment. CoAP permits both symmetric and asymmetric interaction and has the range of features needed to satisfy the discoverability and extensibility requirements of Picosec use cases.
* **DTLS/DICE**. A key element of our approach is that service exchange must be possible over untrusted and independently owned networks or subnetworks and security is provided end-to-end over those networks. This requires the existence of an internetworking protocol - UDP - and a end-to-end security protocol over that. DTLS meets this need, and DICE provides profiles, and certain specific additional mechanisms, to allow those to operate effectively in constrained environments.
* **Efficient session state handling**. One of the most difficult aspects of running DTLS in very constrained environments is the computational resource-intensivity of public key operations, and the communications resource-intensivity of session negotiation. Picosec specifies the use of long-lived session parameters, determined on a per-service-binding basis, and shareable in a standardised format using a RFC5077 session resumption ticket. [Extended DTLS Session Resumption](http://tools.ietf.org/html/draft-hummen-dtls-extended-session-resumption-00) is adopted to enable symmetric use of session resumption features.
* **Flexible identification and authentication regimes**. The protocols described above can based on pre-shared keys for environments that operate under a single authority and are homogeneously trusted, and [raw public keys](http://tools.ietf.org/html/draft-ietf-tls-oob-pubkey-11) for heterogeneous environments, or any other application where public-key-based identities are required.
* **Service-level policy control**. Picosec defines standardised policy handling formats and mechanisms, with policy decision and enforcement occurring at the service binding stage (as opposed to service invocation in Webinos). This is allied to the creation of per-binding session credentials.

Requirements for each of these elements are given in the sections that follow.

### CoAP

[CoAP](https://datatracker.ietf.org/doc/rfc7252/) is the baseline protocol for interactions between entities in the Picosec architecture. This facilitates an HTTP-style of interaction over a datagram transport, and contains many other changes to ensure its suitability for constrained devices and networks. Furthermore, CoAP is symmetric - that is, there is no enduring distinction between clients and servers - which provides further flexibility in the construction of complex architectures.

In later porject stages, detailed profiles will be constructed detailing which CoAP features are required of all Picosec implementations, and which are optional. The intention, however, is to ensure that the set of mandatory features is as small as possible.

In the baseline architecture, access control between devices and services is mediated by service binding, and transport-level connection parameters are made available to enable service invocation on the basis of that access control function. This means that there is no further requirement for authentication and authorisation at the CoAP level, except where more fine-grained policies need to be implemented. The Picosec project will track the ongoing work of [Authentication and Authorization for Constrained Environments (ace)](https://datatracker.ietf.org/wg/ace/documents/) and those recommendations may be taken up as that work matures.

There is a natural translation of REST APIs from HTTP to CoAP; this is further refined for constrained devices in the [Constrained RESTful Environments (core)](https://datatracker.ietf.org/wg/core/documents/) work. These recommendations are adopted for Picosec.

Webinos APIs, where applicable to Picosec, are exposed as CoAP REST APIs; the specific bindings are defined in the context of each particular API.

Sensor event delivery, and event delivery for other discrete streams, is supported in Picosec via the [Observe extension](https://datatracker.ietf.org/doc/draft-ietf-core-observe/).

Picosec does not mandate navigable [HATEOS](http://en.wikipedia.org/wiki/HATEOAS) APIs due to the general impact of expanding response payloads in a constrained environment; however, their use is encouraged and where they are supported the use of [RFC6690](https://datatracker.ietf.org/doc/rfc6690/?include_text=1) is required.

### DTLS/DICE

Picosec supports CoAP running over UDP directly and over [DTLS](http://tools.ietf.org/html/rfc6347). [UDP](http://tools.ietf.org/html/rfc768) is acceptable for situations where there is no confidentiality, authentication of authorisation requirement. CoAP may also run directly over a subnetwork layer, without IP, where IP is not available, assuming that there is an aggregator that can expose the attached devices to the IP network.

In all other cases, DTLS is required. DTLS contains a very large number of options and parameters and options need to be carefully chosen to render it suitable for very constrained environments. The [DICE](https://datatracker.ietf.org/wg/dice/documents/) effort aims to define profiles for DTLS that are suitable for IoT environments.

The principal measures adopted to optimise DTLS for Picosec are:

* use of pre-shared keys for authentication. Where Picosec entities have a bilateral relationship through enrolment, the resulting shared key can be used for mutual authentication as defined initially in [RFC4279](http://tools.ietf.org/html/rfc4279) and updated for DTLS in the DICE specification.
* use of pre-shared keys as session keys, for instances where this lightweight approach is acceptable. The cipher is TLS\_PSK\_WITH\_AES\_256\_CBC\_SHA. The primary issue here is the lack of forward secrecy, so it is only recommended for situations where there is no confidentiality or authorisation requirement.
* use of DH-negotiated session keys for forward secrecy. The cipher here is TLS\_DHE\_PSK\_WITH\_AES\_256\_CBC\_SHA.
* Picosec also supports raw public keys via the [out of band pubkey extension](http://tools.ietf.org/html/draft-ietf-tls-oob-pubkey-11) where an out-of-band mechanism is used for exchange of public keys in lieu of enrolment.

### Efficient session state handling

Access to services that have an authorisation requirement is subject to a binding-specific session key; it is not acceptable to use the bilateral entity key. Each time an entity binds to a specific service on another entity, an authorisation check is performed, and a new session key is negotiated. That key is used for all DTLS traffic for that service invocation.

Thus, session state is preserved and sessions are continued on a long term basis (until eother entity wishes to restart), instead of being renegotiated on each access episode.

Picosec adopts the convention that such session state is persisted in a standardised format using a [RFC5077](http://tools.ietf.org/html/rfc5077) session resumption ticket. [Extended DTLS Session Resumption](http://tools.ietf.org/html/draft-hummen-dtls-extended-session-resumption-00) is adopted to enable symmetric use of session resumption features.

In principle, this arrangement also permits access authorisation and key negotiation to be performed out of band, with session resumption tickets distributed to the peers out of band. Service invocation can then proceed without any further initialisation of state. Use cases for this option are still under investigation.

### Flexible identification and authentication regimes

As mentioned above, both pre-shared keys and out-of-band raw public keys can be used.

PKIX certificate-based keys are supportable but are not considered to be widely applicable for constrained devices and are thus not the primary target.

### Service-level policy control

The Webinos architecture, itself originating from BONDI, defined a rich access control framework wherein arbitrarily complex policies could be authored, and amended in-place, for access by clients to services. That generality was motivated by the wide range of privacy and security concerns that are evident in Webinos applications, and its realistion was feasible on the type of platform targeted by Webinos.

For Picosec, that level of generality is neither required nor feasible. The first-generation Picosec functionality is based on bind-time application of access control policy. Subsequent versions of the architecture may support in-service access controls, but the requirement for these is still not certain.

Picosec does not mandate an interoperable policy format, and does not mandate any specific policy configuration or decision functionality; this is too broad a problem given the nature of Picosec applications. The Picosec reference implementation will include a specific reference implementatin of a Policy Decision Point (PDP) but this is not part of the standard.

Picosec simply requires that policy enforcement is applied by granting or denying access to a session key for the client attempting a bind. Picosec entities that export services are required to demand a negotiated session key (instead of using the bilateral enrolment key) for client sessions.

## Alternative architectures

Although the primary target architecture is based on the components listed above, there are instances where other architectures are used, either for legacy or interoperability reasons, or simply because they are better suited to the specific requirements or constraints of the application. In these situations, Picosec elements may still be usable within the overall context of the architecture, and there might also be a question of interoperability issue between those systems and baseline Picosec systems.

### TLS

There will, or course, be many applications where TLS is supportable; this depends obviously on the supportability of TCP. Where a network supports IP then TCP is clearly supportable in principle; a decision to use TCP or UDP is really an optimisation decision, based on network characteristics and the reliability requirements of the application running over it.

Picosec supports TCP/TLS-based architectures by:

* **defined profiles**. Specific standard profiles are identified for Picosec applications running over TLS. These cover both the PSK use-case and raw public key case.
* **interoperable session state encapsulation**. The Picosec-defined format based on RFC5077 supports sessions over TLS or DTLS.
* **symmetric session resumption**. The session resumption type negotiation is supported to allow TLS session resumption without client-side state.

These measures ensure that Picosec service discovery, binding, access control and policy mechanisms operate equivalently and interchangeabley between TLS and DTLS.

### PKIX

There will be systems that use PKIX mechanisms for public key distribution and trust instead of raw public keys. Picosec defines minimum profiles to enable these systems to use Picosec mechanisms, and interwork with baseline Picosec systems.

### Application-level security

Some systems will implement end-to-end application-level security instead of transport-level security. This may be appropriate where the sensitivity of the application does not require protection of lower protocol layers, or where the system operates over networks that have sufficient intrinsic security properties to remove the need for transport-level security. Picosec key agreement mechanisms, and session key exchange format, may be used with such systems.

### MQTT

MQTT is a popular protocol for interconnection of IoT devices, particularly sensor devices, with consuming systems. It is a publish/subscribe (“pubsub”) protocol that operates over a reliable transport (ie TCP or TLS). Picosec may be applied to MQTT-based systems in two ways:

* by providing key exchange and device authentication support where MQTT operates over an insecure transport using application-level security. MQTT data payloads may be encrypted using keys that were created or distributed using Picosec mechanisms.
* by providing a lightweight implementation of TLS, to allow MQTT to run with transport-layer security. Picosec TLS profiles and key/session state mechanisms can be used in support of that TLS layer.

In the special case of MQTT-SN, the first of these applies where the MQTT-SN protocol operates directly over a subnetwork without an internetworking layer.

# Authorisation requirements

The base authorisation model is that a Policy Decision is made at service bind time, resulting in a session key being issued; that session key is used for subsequent sessions for that service between the requesting and serving entities. Policy Enforcement is by the serving entity in that any policy-controlled service is only accessible over connections that have a corresponding session key.

The limitations of this basic approach are that the Policy Decision Point only has the identity of the requesting entity on which to make a decision; this is too limited for most use-cases. In many, the identity of the requesting entity is just meaningless; in others, even if in principle the serving entity could know enough about each individual requesting identity, it is not scalable to expect this to happen for the massive numbers of potential legitimate requestors.

There are two proposals for extending the basic scheme:

* **conferring access rights to aggregates or hubs**: a serving entity might, in addition to knowing the identity of the individual requesting entity, know that entity’s membership of aggregates or its association with an IoT hub. A Polucy Decision Point could then make a decision based on that information. This would address the scalability issue in part, where access rights genuinely align with aggregate membership or the hierarchy of hub ownership. Simply managed access “zones” can be established using this method.
* **capability-based access control**: a requester obtains a capability or token - by a method yet to be specified - and presents this capability to the serving entity. Here again there are multiple possible models; a capability might be presented at bind time, and following a Policy Decision a session key is issued; or a capability might be presented in combination with a session key at invocation time. Each option has different management and scalability implications which need to be studied further.

The format of capabilities needs to be studied; in particular whether or not they have an open format or are simply opaque to all except the issuer, and whether they are literal - ie are self-describing and can be acted upon without any need for a look up to establish their validity or content - or they are simply references to a queryable database whose entries contain the capability details.

The requirements for the security of storage for credentials also need to be determined. In general, however, capabilities would be comparatively short-lived so the level of protection needed would be less than long-lived credentials.

# Security: permission granting

define the model for device/service discovery and invocation for both driver and full IOT model

## Policy requirements

Requirement: A policy description language must be provided with can express policy constraints flexibly

Requirement: The policy language must be able to restrict access to APIs

Requirement: The policy language must be able to restrict access named devices

Requirement: The policy language must be able to restrict devices owned by people

Requirement: The policy language must be able to restrict access based on calling application

Requirement: The policy language must be extendable to new APIs

Requirement: The policy language must be able to restrict based on API specific credentials (e.g. folder name or time of day)

Requirement: The policy language must be efficient to parse and store

Requirement: The discoverability of an entity and services must be protectable by policy

Requirement: Policy must be syncronisable and manageable – an interoperable definition of policy must exist

Requirement: The Policy description framework must be extensible by third parties.

Requirement: Policy management must be possible through easy to use API

## Policy scenarios

We should consider two policy control scenarios that relate to the Hub model and peer to peer model respectively. The difference between the two is as follows

### Peer to Peer based policy:

This model is close to the bluetooth model for security. Each device creates one or more relationships with other IOT-applications (or possibly devices). This peer to peer relationship is represents both:

* trust in identity: the device-app know and trust each other (in all probability by a trusted key exchange)
* permission to use services. presentation of the key therefore is granting an application permission to use the service, where of course trust in the presented applications identity is presumed

Importantly, for the peer to peer model, the device and only the device is responsible for policy enforcement.

No policy synchronisation is required and the permissions granted to a particular key are interpreted by (and can be changed dynamically) by the iot-device

### Hub based security

In a hub based security model an intermediate hub takes responsibility for policy control and enforcement. When a device joins a hub two things happen

1. An identity is issued by the hub to the iot-device. This is a strong trusted identity which is capable of being used to initiate peer to peer trust relationships
2. The hub is granted the ability to overwrite policy rules. This is essential if we which to manage many IOT devices as one. For example grouping lightbulbs together into a single unit and writing the permissions to that devices

A third facet of hub model, not directly related to policy, is that the hub can act as a messaging proxy for the device.

### Strengths and weakness of Hub vs Peer based policy model

* Peer to peer
  + (plus) no infrastructure/intermediary needed
  + (plus) simple
  + (minus) does not scale well to many devices
* Hub based
  + (plus) scales well to many devices
  + (plus) usable for end users
  + (minus) infrastructure deployment needed
  + (minus) more complex IOT stack

# Policy Specifications

## Hub based policy specifications

We have very well formed specification for handling hub based policy.

It remains an engineering challenge to see how small we can implement this stack

* Policy Description
  + [BONDI\_Architecture\_and\_Security](http://picosec.org:8080/specs/BONDI_Architecture_and_Security)
  + [BONDI\_Architecture\_and\_Security\_Appendices](http://picosec.org:8080/specs/BONDI_Architecture_and_Security_Appendices)
  + [webinos policy](http://picosec.org:8080/specs/webinos%20policy)
* Certificate enrolment
  + [webinos enrollment](http://picosec.org:8080/specs/webinos%20enrollment)

This policy model is declarative and syncronisable between different iot-devices.

The current implementations of this security model are too heavy for anything other than full hub-driver deployments

## Peer 2 peer based policy

The peer to peer model will require extensive experimentation and refinement.

It will consist principally of a key exchange protocol such as <http://en.wikipedia.org/wiki/SPEKE_(cryptography>) which is intern based on Diffie Helman key exchange <http://en.wikipedia.org/wiki/Diffie-Hellman_key_exchange>.

All subsequent requests and responses are then hashed with the key in order to assure both identity and trust.

Optimisations may be possible using an intermediate session key.

A simple key hieracy will be constructed where

* root key is used to overwrite all other keys
* identity key: is used to establish device identity only, there may be
* capability key: is used to represent both device identity and the permissions granted to a client

In the peer to peer model the iot-device has total autonomy over the interpretation of the capability key.

In this model policy neither declarative nor syncronisable

# Intermediate model

There is an outstanding question as to whether an intermediate model will be required.

This model need the simplicity of the capability model, but because the interpretation of capability needs to be shared between multiple iot nodes, the model will have to be syncronisable and therefore describable.

# Data management

IOT devices are not always connected

IOT devices need to be able to record and cache data samples to upload, or be accessed later.

Using the remove invocation capabilities it is possible to remotely query the device from the IOT application if a suitable interfaces is provided.

We propose to use a simple JSON friendly local DB API to faciliate this remote querying.

The draft specification is based on the webinos DB API which in tern is based on the MongoDB <http://www.mongodb.org/> /TingoDB<https://github.com/sergeyksv/tingodb> schemes

We are evaluating an alternative comprising the CouchDB <http://couchdb.apache.org/> /PouchDB <http://pouchdb.com/> system.

At an implementation level it needs to determined whether a low footpring C based implementation of these external interfaces is possible

Also integral to more sophisticated IOT data management is the possibly for remotely manageable micro interpreters based for example on Tiny.js<https://code.google.com/p/tiny-js/>

## Data Specification

<http://www.tingodb.com/info/api/>

# TingoDB

**TingoDB** is an embedded JavaScript in-process filesystem-backed database upwards compatible with MongoDB at the API level.

Upwards compatible means that if you build an app that uses functionality implemented by TingoDB you can switch to MongoDB almost without code changes. This greatly reduces implementation risks and give you freedom to switch to a mature solution at any moment.

As a proof for upward compatibility, all tests designed to run against both MongoDB and TingoDB. Moreover, significant parts of tests contributed from MongoDB nodejs driver projects and are used as is without modifications.

For those folks who familiar with the Mongoose.js ODM, we suggest to look at [Tungus](https://github.com/sergeyksv/tungus), an experimental driver that allows using the famous ODM tool with our database.

For more details please visit [http://www.tingodb.com](http://www.tingodb.com/)

# Usage

npm install tingodb

As stated, the API is fully compatible with MongoDB. The only differences are the initialization and getting the Db object. Consider this MongoDB code:

var Db = require('mongodb').Db,

Server = require('mongodb').Server,

assert = require('assert');

var db = new Db('test', new Server('locahost', 27017));

var collection = db.collection("batch\_document\_insert\_collection\_safe");

collection.insert([{hello:'world\_safe1'}

, {hello:'world\_safe2'}], {w:1}, function(err, result) {

assert.equal(null, err);

collection.findOne({hello:'world\_safe2'}, function(err, item) {

assert.equal(null, err);

assert.equal('world\_safe2', item.hello);

})

});

The same example using TingoDB will be as follows:

var Db = require('tingodb')().Db,

assert = require('assert');

var db = new Db('/some/local/path', {});

// Fetch a collection to insert document into

var collection = db.collection("batch\_document\_insert\_collection\_safe");

// Insert a single document

collection.insert([{hello:'world\_safe1'}

, {hello:'world\_safe2'}], {w:1}, function(err, result) {

assert.equal(null, err);

// Fetch the document

collection.findOne({hello:'world\_safe2'}, function(err, item) {

assert.equal(null, err);

assert.equal('world\_safe2', item.hello);

})

});

As you can see, the difference is in the require call and database object initialization.

#### require(‘tingodb’)(options)

In contrast to MongoDB, the module require call will not return a usable module. It will return a function that accepts configuration options. This function will return something similar to the MongoDB module. THe extra step allows for passing some options that will control database behavior.

##### nativeObjectID: true|false Default is false

Doing some experimentation we found that using integer keys we can get the database to work faster and save some space. Additionally, for in-process databases there are almost no drawbacks versus globally unique keys. However, at the same time, it is relatively hard to keep unique integer keys outside of the database engine, so we made it part of the database engine code. Generated keys will be unique in the collection scope.

When required, it is possible to switch to BSON ObjectID using the configuration option.

##### cacheSize: integer Default is 1000

Maximum number of cached objects per collection.

##### cacheMaxObjSize: integer Default is 1024 bytes

Maximum size of objects that can be placed in the cache.

##### searchInArray: true|false Default is false

Globally enables support of search in nested arrays. MongoDB supports this unconditionally. For TingoDB, search in arrays when there are no arrays incurs a performance penalty. That’s why this is switched off by default. Additionally, and this might be better a approach, nested arrays support can be enabled for individual indexes or search queries.

To enable nested arrays in individual indexed, use “\_tiarr:true” option.

self.\_cash\_transactions.ensureIndex("splits.accountId",{\_tiarr:true},cb);

To enable nested arrays in individual queries for fields that do not use indexes, use “\_tiarr.” to prefix field names.

coll.find({'arr.num':10},{"\_tiar.arr.num":0})

#### new Db(path, options)

The only required parameter is the database path. It should be a valid path to an empty folder or a folder that already contains collection files.

# Dual usage

It is possible to build applications that will transparently support both MongoDB and TingoDB. Here are some hints on how to do that:

* Wrap the module require call into a helper module or make it part of the core object. This way you can control which engine is loaded in one place.
* Use only native JavaScript types. BSON types can be slow in JavaScript and will need special attention when passed to or from client JavaScript.
* Treat ObjectID just as a unique value that can be converted to and from String regardless its actual meaning.

Example below (please see the three files).

###### engine.js - wrapper around TingoDB and MongoDB

var fs = require('fs'),db,engine;

// load config

var cfg = JSON.parse(fs.readFileSync("./config.json"));

// load requestd engine and define engine-agnostic getDB function

if (cfg.app.engine=="mongodb") {

engine = require("mongodb");

module.exports.getDB = function () {

if (!db) db = new engine.Db(cfg.mongo.db,

new engine.Server(cfg.mongo.host, cfg.mongo.port, cfg.mongo.opts),

{native\_parser: false, safe:true});

return db;

}

} else {

engine = require("tingodb")({});

module.exports.getDB = function () {

if (!db) db = new engine.Db(cfg.tingo.path, {});

return db;

}

}

// Depending on engine, this can be a different class

module.exports.ObjectID = engine.ObjectID;

###### sample.js - Dummy usage example, pay attention to comments

var engine = require('./engine');

var db = engine.getDB();

console.time("sample")

db.open(function(err,db) {

db.collection("homes", function (err, homes) {

// it's fine to create ObjectID in advance

// NOTE!!! we get class through engine because its type

// can depends on database type

var homeId = new engine.ObjectID();

// but with TingoDB.ObjectID righ here it will be negative

// which means temporary. However it's unique and can be used for

// comparisons

console.log(homeId);

homes.insert({\_id:homeId, name:"test"}, function (err, home) {

var home = home[0];

// here, homeID will change its value and will be in sync

// with the database

console.log(homeId,home);

db.collection("rooms", function (err, rooms) {

for (var i=0; i<5; i++) {

// it's ok also to not provide id, then it will be generated

rooms.insert({name:"room\_"+i,\_idHome:homeId}, function (err, room) {

console.log(room[0]);

i--;

if (i==0) {

// now lets assume we serving request like

// /rooms?homeid=\_some\_string\_

var query = "/rooms?homeid="+homeId.toString();

// dirty code to get simulated GET variable

var getId = query.match("homeid=(.\*)")[1];

console.log(query, getId)

// typical code to get id from external world

// and use it for queries

rooms.find({\_idHome:new engine.ObjectID(getId)})

.count(function (err, count) {

console.log(count);

console.timeEnd("sample");

})

}

})

}

})

})

})

})

###### config.json - Dummy config

{

"app":{

"engine":"tingodb"

},

"mongo":{

"host":"127.0.0.1",

"port":27017,

"db":"data",

"opts":{

"auto\_reconnect": true,

"safe": true

}

},

"tingo":{

"path":"./data"

}

}

###### Console output running on TingoDB

-2

13 { \_id: 13, name: 'test' }

{ name: 'room\_0', \_idHome: 13, \_id: 57 }

{ name: 'room\_1', \_idHome: 13, \_id: 58 }

{ name: 'room\_2', \_idHome: 13, \_id: 59 }

{ name: 'room\_3', \_idHome: 13, \_id: 60 }

{ name: 'room\_4', \_idHome: 13, \_id: 61 }

/rooms?homeid=13 13

5

sample: 27ms

###### Console output running on MongoDB

51b43a05f092a1c544000001

51b43a05f092a1c544000001 { \_id: 51b43a05f092a1c544000001, name: 'test' }

{ name: 'room\_3',

\_idHome: 51b43a05f092a1c544000001,

\_id: 51b43a05f092a1c544000005 }

{ name: 'room\_2',

\_idHome: 51b43a05f092a1c544000001,

\_id: 51b43a05f092a1c544000004 }

{ name: 'room\_1',

\_idHome: 51b43a05f092a1c544000001,

\_id: 51b43a05f092a1c544000003 }

{ name: 'room\_0',

\_idHome: 51b43a05f092a1c544000001,

\_id: 51b43a05f092a1c544000002 }

{ name: 'room\_4',

\_idHome: 51b43a05f092a1c544000001,

\_id: 51b43a05f092a1c544000006 }

/rooms?homeid=51b43a05f092a1c544000001 51b43a05f092a1c544000001

5

sample: 22ms

# Compatibility

We maintain full API and functionality compatibility with MongoDB **BUT** only for what we implemented support. I.e. if we support something it will work exactly the same way, but some features are not yet supported or support is limited.

* Search, almost all clauses. Indexes are used to increase search speed and sorting.
* Map reduce, almost all
* Grouping, almost all
* Collection, almost all methods
* Cursor, almost all methods
* Indexes, no support for compound indxes, only single-field indexes are supported. Full text search is also not supprted
* GridFS, no support
* Feature X, might be :)

# Miscellaneous requirements

These requirements don’t naturally fall in any of the existing sections, but are worth recording regardless.

## Device identity requirements

Requirement: Strong identity of device, users must be supported, ideally with PKI certificates

Requirement: A process of enrolment is required where a device is bound to a user

Requirement: The process of binding a device to a user must be revocable

## Application identity and integrity

Requirement: Applications should support a packaging mechanism that an detect corruption and therefore support integrity capability

Requirement: Application packaging mechanism must be space efficient

Requirement: Application packaging mechanism must be easy to parse

Requirement: Applications must support strong identities, ideally through PKI certificates

Requirement: Applications must support certificate chaining to help establish provenance of an application

Requirement: Application must support certificate chaining to digitally model secure workflow

## Internet of Things Requirements

Requirement: The solution must provide real time data extraction APIs through RESTful or alternative strategies, not just bulk data uploads.

Requirement: The solution must allow for “secure” and “interoperable” integration of Internet of Things like sensors to future proof for advanced SmartCity deployment scenarios.

Requirement: The solution must allow for “secure” and “interoperable” integration of Internet of Things like actuators to facilitate intelligent distributed control of IOT devices.

Requirement: The IOT integration mechanism MUST have model that can be post installed to existing kit, i.e. provide legacy interoperability mode.

Requirement: The sensor integration model must be fit for purpose for IOT providing solution that will work even in non IP scenarios.

Requirement: The sensor integration model must be easy to program for both remotely and locally.

## Application execution /Process requirements

Requirement: There should be two application types – UI applications and background applications

Requirement: UI applications which render graphics to the screen on user insanitation

Requirement: Background applications should (optionally) auto start on device start up and run as background processes

Requirement: Applications should be in protected memory space from one another to avoid cross application corruption

Requirement: Application start up time must be less than 100 msec

Requirement: Local UI must be provided for managing (terminating) errant applications

Requirement: Remote UI must be provided for trusted parties (policy permitting) to manage applications

## Data handling/ data management requirements

Requirement: The solution must support easy to use data caches for data performance reasons

Requirement: There should be an option to supported Encrypted data at rest, for prime data stores, cached data stores and application data stores

Requirement: Data should be storable in a central accessible store in a variety of different electronic formats, including (but not limited to)

## Synchronisation requirements

Requirement: Synchronisation functions should be supported for at least

* NOSQL data
* Tabular data
* HTML5 Application data
* HTML5 Session store data

Requirement: Synchronisation should be possible between single device instance of data and single server instance

Requirement: Synchronisation must be supported between multiple server instances

Requirement: Synchronisation must be supported between multiple device instances.

Requirement: Synchronisation data types should be categorised as either device global (any application can access) or application specific.

Requirement: Synchronisation should be efficient: communicate minimal delta information only

Requirement: An option should be supported for realtime synchronisation

Requirement: Synchronisation should support b-directional sync, server changes or client changes

Requirement: Synchronisation refreshes should be trigger able from client or server

## Specific API requirements

Requirement: An interoperable secure JavaScript API is required to grant full file read access

Requirement: An interoperable secure JavaScript API is required to grant full file write access

Requirement: An interoperable secure JavaScript API is required to manage file bindings

Requirement: An interoperable secure JavaScript API is required to grant full NFC read access

Requirement: An interoperable secure JavaScript API is required to grant full NFC write access

Requirement: An interoperable secure JavaScript API is required to access geo location information

Requirement: An interoperable secure JavaScript API is required to access device orientation information

Requirement: An interoperable secure JavaScript API is required to create binding to arbitrary sensors

Requirement: An interoperable secure JavaScript API is required to create binding to arbitrary actuators

## Management requirements

Requirement: Administration of users, including how different roles are set up and their permissions configured to perform functions in the solution and the workflow

Requirement: It must be possible to both locally and remotely Configure APIs and API instances

Requirement: Multi factor authentication should be provided to secure end points

Requirement: Lock and wipe of end user device functions should be supported where they may cache sensitive data

Requirement: The systems must support administration delegation functions

Requirement: The systems must support facilities for users to sign up to use the functions of the data store (either as a member of a partner organisation or as an individual), to manage their own profile and preferences in the solution, including saving customised visualisations and functions

Requirement: The systems must support managing the terms and conditions of use of the data store/web wrapper and the ability to moderate users’ behaviour.

Requirement: A user verification process must be in place as part of the registration

Requirement: The system must provide an ability to manage the functions and preferences of the solution, such as uploading data, data visualisations

Requirement: The system must provide an ability to handle configuration and management of metadata

Requirement: The system must provide an ability to te ability to remove/suspend data

Requirement: The system must provide an ability to manage of historic versions of data sets

Requirement: The system must provide an ability to manage data retention periods

Requirement: The system must provide an ability to manage data suppression limits

Requirement: The system must provide an ability to the administration and management of the workflow to upload data

Requirement: The system must provide an ability to monitor the use/load of the interfaces/APIs

Requirement: The system must provide an ability to the ability to suspend or stop interfaces/APIs, to individual systems/users, individual APIs or individual users.

Requirement: The system must produce user activity reports and tools to analyse use of the system

Requirement: The system must provide an ability to manage the space used by the system and the facilities to grow the space of the solution.

## Networking requirements

Networking requirements define the nature of the physical and logical connection between application and service end points.

Requirement: Connections from a device to a remote resource, should, as far as possible share physical resources (ie multiplex through the same IP connection)

Requirement: Connections originating from applications must declare the unique identity of the application making the connection

Requirement: Network transported application identities, should be, Non-repudiable, as far as possible

Requirement: Connections between core runtine and browser UI components should be secure (attestation of end points)

Requirement: End points should support RESTful server interfaces where possible for backward compatibility

Requirement: Network connections should be “lightweight” ie the proportion between payload and messaging metadata should be less that 5%

Requirement: Network connections should be efficeient: ie multiplexing and security infrastructure should not add more than 20ms to round trip messaging